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ABSTRACT

The Cassini spacecraft’ s Attitude and Articulation Control Subsystem has been tested extensively
at the Jet Propulsion Laboratory in Pasadena, California. Three of the subsystem’s assemblies
have been tested using assembly simulators in place of actual hardware. These simulators have
been designed and tested to ensure as much commonality with the hardware as possible. Several
early design choice have impacted the degree to which the simulators have matched the hardware,
the most crucial decision concerning the interface between the assembly simulators and the flight
hardware. However, these difficulties were overcome and all testing requirements were satisfied.

The use of simulators has resulted in increased testing ability due to the small number of flight
components constructed. Though this experience, several key lessons were learned, chief among
them being clear definition of expectations and the importance of defining simulation interfaces as
identical as possible to the flight equipment. Assembly simulators, properly developed, should
prove a valuable alternative to physical hardware testing for future flight projects.

Thesis Advisor: Professor Steven R. Hall
Associate Professor of Aeronautics and Astronautics
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Chapter 1
I ntroduction

In October 1997, a Titan 1V/Centaur launch vehicle will lift the Cassini spacecraft towards Saturn,
beginning the last in a series of grand tour missions that included the Voyager probes and the Ga-
lileo spacecraft. Cassini’s mission is to deliver the Huygens Titan probe to the surface of Titan and
to perform an orbital analysis of the Saturinan system. The spacecraft has been developed and test-
ed primarily by the California institute of Technology’s Jet Propulsion Laboratory (JPL) for
NASA'’s Office of Space Science.

The attitude and articulation control subsystem (AACS) for Cassini has been extensively tested at
JPL through a comprehensive closed loop testing plan. The AACS has a number of inputsto allow
for support equipment to simulate the outside environment of the spacecraft during the mission.
Examples of these inputs include accelerometer and gyroscope biases, simulated starfields and
simulated sun sensor inputs. Interfaces external to the AACS are al'so simulated. These include the
Command and Data Subsystem (CDS), the Power and Pyrotechnic Subsystem (PPS) and the Pro-
pulsion Module Subsystem (PMS). This allows for the hardware to experience flightlike condi-
tions (with the exception of environmental conditions) and makes closed loop testing possible.
However, in many cases it is not possible for a complete set of AACS hardware to undergo this
extensive testing. During the busiest testing period, three laboratories are running simultaneously
at JPL for AACS testing. For most of the hardware, there exists sufficient flight hardware to ac-
commodate these laboratories. But for three assemblies, this is not the case. Due to the high cost
of these assemblies and the quicker development time of simulators, the reaction wheel assembly,
the inertial reference unit and the engine gimbal actuators are replaced by assembly simulators
during closed loop testing.

These simulators play a pivotal role in AACS testing. During pre flight testing, the simulators must
act sufficiently like the flight units to permit testing of software functionality and mission sequenc-
es. After launch, these simulators are even more important as they become the only mechanism
by which testing of sequences or anomalies can occur.

Thisthesis evaluates the effectiveness of these simulators during testing of the AACS at JPL. With
all of the laboratories relying on these simulators after launch, it is very important to understand

the consequences of this approach. As the trend to drive down develop costs in space missions
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continues, there is every reason to expect that future missions will have to rely on assembly simu-
lators in an ever increasing capacity. Evaluation of these assemblies of the Cassini spacecraft isa
step toward developing a knowledge base that could be used when considering different testing op-
tions in the future.

This thesis begins with a description of the closed loop testbed at JPL and how the laboratory en-
vironment works. Thisis followed by an analysis of the testing of the engine gimbal actuators, the
inertial reference unit and the reaction wheel assembly. Finally, we conclude with an evaluation

of the testbed as a whole as well as lessons |earned during closed loop simulation.



Chapter 2
Closed Loop Attitude Control Testing

2.1 AACS

The attitude and articulation control subsystem is responsible for attitude determination and con-
trol during all phases of the mission. The components of the AACS are shown in figure 2.1 and
are described briefly below.

.AACS Fight Computer (AFC): The AFC is responsible for acting on commands from the com-
mand and data subsystem (CDS) concerning guidance, navigation and control. The system is
dually redundant and interfaces with the AACS databus, the CDS databus and the power and
pyrotechnic subsystem (PPS). The AFC direct access port is used to send commands to the
AFC when the CDS is not present during test. The AFC aso interfaces with the Stellar Refer-
ence Unit through a dedicated databus used to gather pixel information during Star Identifica-
tion.

.Accelerometer (ACC): The accelerometer is used to determine changes in velocity along the
spacecraft Z axis. The accelerometer is a non redundant component that interfaces with the
PPS and the AACS databus. The accelerometer has a direct access port that allows for simu-
lation of Z axis acceleration during testing.

.Backdoor ALF Injection Loader (BAIL): This assembly is a fault protection device that is used
to provide alevel of redundancy in the event that CDS has difficulty loading the AFC with its
soft ware. The BAIL contains accelerated load format (ALF) data blocks that can load the AFC
in the event of problems with nominal loading via CDS.

.Engine Gimbal Electronics/Actuators (EGE/EGA): The EGA'’s articulate the gimbals attached
to the dual main engines of the spacecraft. The EGA’s are controlled by the EGEs, which in-
terface with the AACS databus.

.Inertial Reference Unit (IRU): The dual redundant IRU uses a set of four hemispherical resonat-
ing gyros (HRG) to provide inertial rate information to the AFC for use in attitude control.
.Reaction Wheel Assembly (RWA): There are four RWA'’s on the spacecraft. Three of these are
arranged for use as actuators during attitude control. The fourth wheel is redundant and can be

positioned to replace any of the three primary wheels in the event of afailure.

.Stellar Reference Unit (SRU): The dual redundant SRU is a sensor used to determine position

10
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and attitude during the cruise portion of Cassini’smission. It utilizes a charged coupled device
(CCD) camerato detect bright bodiesin itsfield of view and this datais passed to the AFC via
apixel interface unit (PIU) for processing.

.Sun Sensor Assembly (SSA): The dual redundant sun sensor assembly is used to detect the po-
sition of the sun during attitude determination. Sun sensor heads are placed on the high gain
antenna and generate voltages proportional to the amount of light that hits the heads.

.Valve Drive Electronics (VDE): The valve drive electronics are used to interface with the Pro-
pulson Module Subsystem to open and close the various thrusters used for attitude control and

as well as the main engine valves.

2.2 AACS Closed Loop Testbeds
221 ITL

The primary lab for integration and test of the AACS at the subsystem level is the Integration and
Test Laboratory (ITL). The purpose of the ITL is to perform hardware integrations of the AACS
subsystem and test functional sequences of the Cassini mission. All flight hardware as well as en-
gineering models or flight spares are tested in the ITL to ensure proper electrical configuration
when the assembly is integrated with the AACS databus, the Power and Pyrotechnic Subsystem
(PPS) and the Propulsion Module Subsystem, if applicable (VDE, EGE/EGA). For this purpose,
there are hardware simulators of the PPSand PMSin the ITL that allow testing of the interfaces to
these subsystems.

For testing functional sequences, the ITL has an extensive set of support equipment hardware and
software. The hardware and software work together to simulate the external interfaces to the
AACS and permits closed loop testing. Support equipment hardware consists of a series of com-
puters and additional equipment which interface with the users of the system as well as the hard-
ware. This equipment includes an Inertial Sensors Controller (INS Controller) that permits biasing
of the accelerometer and inertial reference unit, the assembly simulator hardware for the engine
gimbal actuators, the inertial reference unit and the reaction wheel assembly, electronics to gener-
ate bias voltages to send to the sun sensor assembly and star field data to send to the stellar refer-
ence unit, and equipment to interface with the AACS Flight Computer. The hardware aso includes
the simulators for the command and data subsystem, the PPS and the PMS.[2]

Support equipment software is an extensive network of computer programs working to simulate
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the outside environment of the spacecraft. The programs fall into two large groups-- real time and
non real time. Real time programs consist of the assembly simulator software, subsystem simula-
tion soft ware (e.g. CDS, PPS, PMS), as well as software to monitor different assemblies and report
on their status. The non-real time software includes tasks such as user console interfacing and gen-
eration of displays.

The software also uses the concept of a*“blackboard” to provide for data visibility across the sim-
ulation. The software runs on a set of five processors called chassis. These processors must work
in a synchronized fashion and timing is very critical. Therefore, the processors use shared memory
to facilitate data transfer. All of the chassis use the same set of memory to read and write variables.
This means that all of the processors knows what the state of the system is at any given time. This
is analogous to how a common blackboard is used so that all those in a room have a consistent data
set, and thus this reflective memory is know as the blackboard. [4]

Finally, the dynamics of the simulation are propagated in real time via a computer program called
DARTS- Dynamic Algorithms for Real Time Simulation. This program was developed by A. Jain
of the Jet Propulsion Laboratory and computes the time rate of change of the state of the Cassini
spacecraft as a dynamical system[3]. The program accepts any number of actuators, sensors and
flexible modes and thus is what makes closed loop dynamics testing possible for Cassini.

The ITL also permits some level of system mode testing. The Command and Data Subsystem is
usually simulated in the ITL, but for some testing, the actual CDS is used and the AACS Flight
computer takes its commands from the actual command computer. This permits testing of the

CDS-AACS interface in the ITL before assembly, test and launch operations begin.

2.2.2 Cassini AACS Test Station

There aso exists the Cassini AACS Test Station (CATS) for development of flight and support
software. CATS is similar to the ITL in that actual hardware is present in most cases, support
equipment hardware processors are used to interface with the hardware and users, and a closed loop
dynamics environment is possible with the use of DARTS. The mgjor difference between CATS
and ITL istheir purpose. ITL is used to test electrical interfaces of the flight hardware and thus all
hardware that is flight certified in first tested in the ITL before delivery to the Spacecraft Assembly
Facility. CATS, on the other hand, is used to test the software of the system. The hardware is
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present, but electrical “breadboards’ are primarily used in CATS. The functionality of these bread-
boards is identical to the flight units in most cases, but shielding, grounding and electrical interfac-

es may be different.

2.2.3 Assembly, Test and Launch Operations

Assembly, Test and Launch Operations (ATLO) for Cassini began in late 1995 and will continue
through launch of Cassini in October, 1997. Primarily testing occurs at the Spacecraft Assembly
Facility at JPL. At thislocation, the flight hardware is integrated together for the final time. Also,
many of the simulators are not present. The PPS hardware is there, and thus all power comes from
the actual PPS. There are no assembly simulators once all the hardware is integrated. The CDS is
also present and there is no CDS simulator. However, there is one simulator still present, The PMS
simulation is still running in ATLO due to the danger to personnel of testing main engine firings
and reaction control thrusters. The Propulsion Module is tested separately by Lockheed Martin for
the vast majority of the testing period. During most testing in ATLO, the DARTS simulation is
still present and permits closed loop testing. The exception is during environmental testing when

the support equipment is disconnected and no closed loop testing is conducted.

Throughout the testing plan, the EGAs, RWAS and IRUs are ssmulated in the ITL. and in CATS.
The real hardware is present for interface checkout in the ITL and during ATLO testing. The next
sections go into detail concerning the three assembly simulators and evaluates their usage in the
testing of Cassini’s AACS.
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Chapter 3
Engine Gimbal Actuators
3.1 Description

The purpose of the engine gimbal actuators is to rotate the main engines of the propulsion module
subsystem about their gimbal axes in response to commands by the AACS flight computer. The
main engines are rotated such that the thrust vector-passes through the center of mass of the space-
craft as well asin the desired inertial direction. The IRU and ACC are used in conjunction with
the EGA’s to determine this direction as well as to determine when the required velocity change
has been achieved.

A signal flow for the EGA’sis shown in figure 3.1. The actuators act on extension commands pro-

30V Power 30V Power
EGA Control Unit EGA Driver EGA
i — e 2 s N
Commanded uasi-integr erale ]
- f) d eg - Serialize & Drivers Motor
Extension compensatjon _ _ Isolate
LVDT L | LVDT |
Mux Excitation )
_ Actud i A/D Lead ) -
= Extension Conversion |— Compensation DemodulatlonJ

Figure 3-1 Engine Gimbal Actuator Block Diagram

vialed by the AACS flight computer through the engine gimbal electronics. The extension is con-
trolled by comparing the actual positions of the actuators to the desired position and correcting the
position by altering the motor voltage. The actual positions are determined by the feedback signal
from a Linear Variable Differential Transformer (LVDT) that is attached to each actuator. The
electronics that control the position consist of a control unit and a driver. The driver accepts volt-
age commands from the control unit and generates excitation signals for the motor and the LVDT

of the actuator. The control unit accepts commanded extensions off the AACS databus and the
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LVDT feedback signal. The control unit generates a digital representation of the LVDT signal for

the databus as well as the voltage commands for the driver.

3.2 Cassini Laboratory Configuration

The Engine Gimbal Actuators are smulated in the ITL and CATS through a combination of a hard-
ware simulator and a software dynamics interface. The purpose of the hardware is to simulate the
engine gimbal actuators and generate a feedback signal that represents the LVDT signal for the real
actuators. The dynamics software accepts the commanded extensions and the LVDT extension in-
formation and then computes the main engine thrust vector direction for use in the DARTS simu-

|ation.

3.2.1 EGA Hardware Simulator

Description

The EGE hardware simulator was designed to simulate the LVDT feedback information that is
supplied by the real EGAsin responseto the LVDT excitation signal and the motor drive input. A
block diagram is shown in figure 3.2.

To simulate the LVDT, the EGA hardware simulator consists of a motor simulator and the LVDT
simulator. The motor simulator accepts the EGE drive signal and passes it through an optical iso-
lator. The signal is scaled such that a position signal is generated that is proportional to the com-
manded position of the actuator. Then, this signa is multiplied by the LVDT excitation signal, also
received from the EGE. The multiplication retains the sign of the motor drive signal and the result
thus simulates the LVDT feedback signal.

Validation Test
When the engine gimbal actuators are integrated into the subsystem in the ITL, they are integrated
per a hardware integration procedure. This procedure exercises the actuators and ensures that they

perform adequately. Since the simulators and the real actuators are integrated using the same pro-
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cedure, the data can be compared to evaluate the simulators.

—

LVDT Eexcitation High

LVDT Excitation Low

EGA
Simulator
Interface
Panel

LVDT Multiplier
Feedback
Signal

Motor Drive High Signal

- Proportional to
Commanded
Optical Gain and Position
Isolator scaling

| o

Motor Drive Low

Figure 3-2 Engine Gimbal Actuator Hardware Simulator

The actuators (or simulators) are exercised through a series of extensions during the integration

procedure. The results of this procedure was that the simulators perform to within specified toler-

ances and track the hardware very well and these results are summarized below:

.Average absolute deviation from the commanded position for simulation serial number 005 was
0.0326 mm.

.Average absolute deviation from the commanded position for simulation serial number 010 is
was 0.0215 mm.

.Cassini AACS requirement: O. 1 mm deviation.

Even though the AACS requirement was met on average, the maximum error did deviate from the

AACS requirement for both of the simulators. This deviation was deemed acceptable for testing,

however. Thisis because Cassini fault protection will activate if the deviation is greater than 0.27

mm for two consecutive readings of the EGA (reading occur every 125 ins). This behavior was

not observed when testing either the EGA’s or the EGA simulators and thus the EGA simulators

were accepted for testing. Due to the variance of the EGA positions, the power measurements of
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the EGAs also had more variance than with the flight equipment, but this was also acceptable. [5]

Differences and Problems

One problem that did occur during testing is that afault protection error in flight software was not
found in the ITL testing and the bug was discovered when the fault protection autonomously pow-
ered down the EGA driver during integration of the flight Propulsion Module Subsystem on the
actual spacecraft. The investigation concluded that the EGA simulators were not designed to sim-
ulate an EGA under actual flight loading conditions. Therefore, the first time the flight software
interfaced with an EGA loaded onto a gimbal and a Main Engine was during ATLO testing. This
brought out one of the important lessons learned through AACS testing. If the requirements are
not stated clearly at the outset and thought through in their entirety, unforeseen events may occur.
The result of this testing in ALTO was a decision to use flight spare EGAs attached to a load fixture
for future testing. Thus the EGA simulators will not be used for post launch ITL analysis activities.

3.2.2 EGA Dynamics M odel

Description

To properly represent the motion of the EGA’s in the closed loop dynamics ssimulation, the support
equipment software must ensure that the main engine thrust vector direction is consistent with the
EGA extensions. To accomplish this, a software “model” of the EGA accepts information form

the EGA (or EGA simulator) and computes the main engine thrust vector. The relationship be-
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tween the EGA (or simulator) and the EGA “model” is shown in figure 3.3 and is described below.

\
|
1 AACS DATABUS
|
|
EGA Dynamics Model |
|
|
ega_kinematics I
ega_
model BUS
. MONITOR
ega extensions
T LVDT feedback
|
Y |
ega_extensionl |
| .
Main Engine «———p] t
\ Thrust Vectors : LE,GECU
EGED & »| EGA
! [ EGED | SIMS
New Dynamical | .
DARTS [ sie | :
|
|
SUPPORT EQUIPMENT l‘ FLIGHT EQUIPMENT
\
\
\

Figure 3-3 Engine Gimbal Actuator Dynamics M odel

The model consists of three modules: ega_model, ega_kinematics and ega_extension. The first
module, ega_model, accepts the LVDT and commanded extension information and computes the
new extensions of the actuators. Thisis done without regard to dynamics and the extension is sim-
ply set to the current commanded extension. The only exception isif the step required to update
the position is too high. In this case, the model updates the extension with a series of smaller steps.
Once the extensions are computed, ega_kinematics is called. This module calculates the thrust
vector by first computing the gimbal angles (accomplished by the module ega_extension) and then
transforming the angle information into the main engine thrust vector direction. Once the thrust
vector direction is known, this information is used during the next iteration of the dynamics simu-

|ation.
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Validation Testing and Results

The EGA model was validated by comparing resulting engine gimbal angles to analytical predicts.
The EGAs were commanded to severa different positions and the computed main engine thrust
vector was recorded. Given this thrust vector, a solution for the EGA position was derived and
compared to the commanded position. The data was consistent and the model was validated in this
isolated case. The table below shows the predicted and actual values for the EGA extensions in

response to several command to stroke the gimbal actuators.

‘E-GA P Commanded | EGAPActuad | EGA Q Commanded [ EGA Q Actual

0 0 19 18
1563 1563 0 0
1563 1563 1563 1563
-155 -155 1563 1564
-155 -155 961 962
-963 -963 961 962
-963 -963 -1563 -1562

155 155 -1563 -1562
155 155 -961 -960

0 0 -961 -960

0 0 -1 0
960 962 -1 — ]
960 962 -960 -961
-1563 -1562 -960 -959
-1563 -1563 -1563 -1562
-962 -962 -1563 -1562
1563 1563 961 961
1563 1563 1563 1563

0 0 1563 1564

0 0 0 1

3.2.3 Closed Loop Simulation

The two primary test activities of the laboratory that have validated the described EGA simulation
have been the Main Engine Trajectory Correction Maneuver (TCM) Testing and Fault Injection
20




Testing. The purpose of the Main Engine TCM is to test the hardware and software under a real-
istic set of circumstances where the main engine is used to alter the path of the spacecraft, Preci-
sion Thrust Vector Control (TVC) is performed by the flight software and it is critical that the
dynamic model of the actuators alter the thrust vector as commanded by the flight software. As
the following data in figures 3.4 and 3.5 shows, the EGA simulators performed well in a closed
loop environment. The X and Y components of the thrust vectors of the simulation(py_me_[0 and

0.02
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-0.03 U SRR

Direction Cosine

—0.04 S S . ..............

0.05 e SO
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Time [see] /

~— -

Figure 3-4 Simulated and Flight Software Thrust Vectorsin the X direction
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1]) and what flight software believed to be the thrust vector (Thr_[X and Y]) matched very well.
A Z component comparison is not available since the flight software does not record Z axis data
since the direction cosine is so close to one.

Another closed loop aspect of the EGA simulation is the task of injecting faults into the simulation
to test the fault protection responses. The EGA simulator was designed to interface with the sup-
port equipment exactly like the real hardware. Thus, it was not possible to simulate any faults that
involved hardware failure. The software dynamics model could have been altered to simulate
many faults, but since there is no way to alter the EGA hardware simulator there was no need. If
the model was to simulate a stall, for example, it could easily be disabled from the rest of the sim-
ulation. This would not be possible for the hardware, however, and the result would be flight soft-

ware receiving an external disturbance with no indication that a stalled EGA is the cause.
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3.3 Evaluation

The EGA simulation met the requirement for test of the engine gimbal electronics. Specifically,
the EGA simulator did not cause fault protection to activate unexpectedly during testing in either
CATSor ITL. Thisfacilitated testing of the flight software, as well as the Main Engine Traectory
Correction Maneuver. Due to the nature of the hardware simulator, testing of the fault protection
capabilities was not performed. When the flight actuators were integrated with the AACS and the
flight PMS, fault protection did activate unexpectedly. But since the EGA simulators were never
meant to simulate aloaded EGA, the conclusion is that the EGA simulator did perform adequately
during AACS testing.
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Chapter 4
Inertial Reference U

4.1 Description

nit

The Inertial Reference Unit (IRU) is a dua redundant assembly that is used to detect inertial angu-

lar velocity of the spacecraft. Each IRU contains four hemispherical resonating gyroscopes and

processing electronics. The IRU contains its own processing circuitry that interfaces with the

AACS databus RTIOU and the gyroscopes. A block diagram of the IRU is shown in figure 4. 1.[6]
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Figure 4-1 Inertial Reference Unit Block Diagram
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The gyroscopes each run at a frequency of approximately 2000 Hz and a rate estimate is obtained
from the gyroscope every cycle. The SHARC processor has software that runs at 100 Hz. Each
time the software loop is executed, the rate measurements since the last time the software was ex-
ecuted are integrated and the angle is added to the data that will be passed to” the flight computer.
The flight computer can read the accumulated angle or the IRU status from the IRU. The AFC can
also write data to the IRU. This data, for example, would be new software to the SHARC in the
event of an IRU reset.

4.2 Cassini Laboratory Configuration

As in the case with the EGA simulation, there are two parts to the IRU simulation- an assembly
smulator and a dynamics model. The assembly simulator is software that represents the IRU when
the actual hardware is unavailable in the laboratory. The dynamics model is used to generated bi-
ases for the IRU by converting the spacecraft angular rates to rates in the gyro sensing axes which

are used to bias either the real gyros or the simulator.

4.2.1 IRU Assembly Simulator

Description

The assembly simulator has the function of accepting biases from the dynamics interface and con-

verting these biases into data for the flight software to interpret. This simulator consists of three

parts. The first is aremote terminal input output unit. This unit is aremote terminal on the Cassini

AACS databus and facilitates communication with the AACS flight computer. The second com-

ponent is an interface card that communicates with the RTIOU. This card is a series of static RAM
registers that the ssmulator can write to. This allows the software to act as the actual hardware by
interfacing with the RTIOU similar to the actual hardware. The third component is the actual soft-

ware for the IRU simulator. The software supports five functions of the IRU: power on initiaize- -
tion of the IRU output data, IRU Built in Test (BIT), IRU SHARC software download, IRU * soft

reset”, and normal operation of the IRU. The data flow through these five functions are shown in
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figure 4.2.
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Figure 4-2 IRU Assembly Simulator Flow Diagram
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Upon receipt of a power on command, the simulator sets all output information to zero and sets a
timer to begin the BIT. The BIT simulation is a one second hold that simulates the time for the
SHARC built in test. Once this hold is complete, the IRU simulator reports this information via
the RTIOU to the flight software and sets a flag indicating readiness to begin the software down-
load. The software download function is simulated by verifying receipt of the data sent by the
flight software and then indicating avalid checksum and avalid load. The soft reset is another one
second hold for the smulator and results in reporting a good status message back to the flight soft-
ware after completion of the hold.

Finally, there is the actual operation of the IRU. The software checks for a soft reset and if none
occurs, the software proceeds to calculate the outputs of the gyroscopes. Since the IRU simulator
receives the rates the gyroscopes sense in the gyroscope coordinate system, the simulator simply
has to convert these rates into a change in angle and properly format this information for the
RTIOU. Thisis accomplished by multiplying the rate received by the IRU cycle time and adding
this angle to the last angle computed to determine the accumulated angle. Once this is accom-
plished, the angle is converted to a form compatible with the RTIOU and the datais passed to the

flight software.

Validation Testing and Results
This simulator was integrated into the ITL and CATS with the same integration procedure that was
used for the actual flight hardware. Thus, we have a common test to compare the simulator and

the hardware with. During the integration procedure, the gyros are biased with a set of support
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equipment commands. Figures 4.3and 4.4 show the result of these commands.
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Figure 4-3 IRU Simulator and Hardware Comparison

28



X 107

ogk - - .
0.6« o R .................... ................... G e

04 e R » Gl Lo ¥,

0.2 oL ............... ;

RU Pulses
o
X
X
)

02 .................... e *)E( ............................... .

_0.4_ ......... e e ’ e e ........ Ve

L0.6F g SR L RRRRP _ . e

-0.81 ... X e 4444444 T ....................

0 50 100 150 200 250
Time [see]

Figure 4-4 IRU Simulator and Hardware Comparison

As the data shows, the IRU simulators matched the performance of the flight equipment very well.
Differences and Problems

Integration revealed some problems with the simulator that have been corrected to increase the fi-
delity of the software. The first problem was with the processing cycle. The original version of
the software integrated at the same speed as the dynamic simulation, 16 Hz. Thisis not consistent
with the actual hardware, which reads data from all four gyros at a speed of 100 Hz. There is the
danger that the simulator was running too slow and unrealistically large changes in angles would
be reported by the simulator. It would be more consistent with the hardware if the software ran at
a speed of 400 Hz and processed one gyroscope at atime. When all four gyros were processed,
the simulator made this data available to the flight software through the RTIOU. This configura-
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tion change was implemented and performs very well.
A second problem was with the noise of the IRU. The origina model did not have any simulation
of gyroscope noise and once again a change would improve fidelity. The final solution was for the
model to cycle through a large set of experimental data representing realistic numbers for gyro-
scope noise. These numbers would be added to the output of the gyroscope and would simulate
noise coming from the IRU gyroscopes,
A final problem was with the timing of the simulator. In redlity, the IRU has a double buffer that
is used to prevent the flight software from reading partially updated data, One of these buffers al-
ways has a complete packet of information for the flight software. However, the assembly simu-
lator card does not support double buffering. Thus, flight software was reading the information out
of the IRU simulator, but the information was not completely updated. To correct this problem,
the assembly simulator card was modified such that when flight software was reading the informa-
tion from the card, a signal was sent to the IRU assembly simulator. The software was changed to
verify this signal was not active before a read was attempted. If this signal was sensed, output was
delayed until the read was concluded, This correction worked very well and the information to the
flight software was valid.
The genera conclusion isthat once coding errors are corrected, the simulator does act sufficiently
like the hardware to permit testing. However, there are several aspects of the hardware that are not
simulated. Essentially, the actual computation of the SHARC is not simulated. The Built In Test
is not actually performed. Instead, atimer simulates the delay the BIT would cause in the process-
ing cycle. Similarly, the checksum during the download of the new SHARC software is not per-
formed. Again, a timer is used to simulate the delay of the download and checksum. This was
done because simulation of the actual SHARC software was not an objective in the IRU simula-
tion. The basic philosophy was that the inputs and outputs of the IRU would be asidentical asthe
software team could make them to the hardware. Thus the simulator can report that the data has
been received or that a BIT has been performed, but the BIT or data download may not have actu-
aly happened in the simulation software. This black box concept has important consequences
when fault injection is considered.
One of the advantages of using simulators is that the test analyst has the ability to simulate faults
without damaging actual hardware. However, with the IRU simulator, any faults to the SHARC
or other processing electronics cannot be simulated. The simulators were designed such that the
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“outside world” only “has a command path to the simulator if it has a command path to the actual
device. Therefore, since one cannot command a BIT failure with the actual hardware, for example,
it was decided that one would not be able to with the simulators either. Any fault injection would
have to be possible with either real hardware or simulators and thus involve changing existing in-
puts into the devices. For example, it was possible to simulate a failed gyro by sending a large bias
into one of the gyros. The SHARC or IRU simulator would see this large rate on one of the gyros
and declare that gyro’s data invalid. But failures internal to the IRU would have to be simulated
on another testbed.

4.2.2 Gyro Dynamics M odel

The gyro model within the dynamics simulation computes the biases that are sent to the IRU as-
sembly simulator model. The model is straightforward. First, the locations of the gyroscopes and
the transformations of the angular rates of the spacecraft from spacecraft to the gyro sensing axes
were determined and loaded into the model. Then the model accepts the spacecraft angular rates
from the DARTS simulation and converts these to rates that the gyroscopes sense. Then this in-

formation is passed to the IRU model as described above, The interaction between the model and
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the simulation is shown in figure 4.5.
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Figure 4-5 Inertial Reference Unit Dynamics M odel

The gyroscope dynamics model was validated as a part of the closed loop simulation described be-

low.

4.2.3 Closed Loop Simulation

The inertial reference unit simulator was used extensively in all laboratories during the testing of
the Cassini AACS. The criterion for success of the simulator is how effectively the ssmulated an-
gular rates of the dynamics simulation are reported to the flight software. This can be shown by

examining the reported spacecraft rate and the simulated rate. Thisis shown in figures 4.6 through



4.8.
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Figure 4-8 Simulated and Flight Software Angular Rates, Z Axis

or Z]_rate” iswhat flight software is reporting the angular rate to be after converting data from the
IRU simulator. Both sets of rates track extremely well and we conclude that the IRU simulator

performs well in the closed loop environment.
4.3 Evaluation

The Inertial Reference Unit simulator has performed very well in all three laboratories and has
proven avaluable tool when IRU hardware was unavailable. The integration and test of the simu-
lator revealed that the simulator had several shortcomings, but once these were corrected the sim-
ulator had a high degree of fidelity when compared to the actual hardware and closed loop
performance during flight sequences have been excellent, The IRU assembly simulator represents
the actual hardware well and, even though fault injection testing was limited, still performed ade-

guately in ITL and CATS.
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Chapter 5
Reaction Wheel Assembly
5.1 Description

The Cassini spacecraft hastwosources ofattitude control. The first source is the Propulsion Mod-
ule Subsystem consisting of the main engines and 16 reaction control thrusters. The second form
of control is the reaction wheel assembly. There are four reaction wheels on the spacecraft, three
of which are the primary reaction wheels and the fourth which is a backup reaction wheel. The
purpose of the reaction wheels is to store angular momentum of the spacecraft as well as to provide
attitude control.

The reaction wheels receive commands from the flight software over the AACS databus. There
are eight commands that are accepted by the reaction wheels. These are summarized in table 5.1
below. [6]

Table 5.1: Commands and responses for the Reaction Wheel Assembly

Command Response

Read Delta Angle Return the accumulated angle count, (including over (under) flow in-
dicator) and reset counter to zero.

Read Torque Return the current command torque setting for the RWA

Read RWA Current Return the current value of total RWA electrical current.

Read Motor Current Return the current value of RWA motor electrical current

Read Status Return the current operational status data of the RWA

Set Torque Hold the reaction torque output at the value specified in the command

Reset Set delta angle pulse counter to zero before resumption of counting,
and set torque command to zero. This response shall be automatically
executed at the time power to the RWA assembly is commanded on.

The reaction wheels utilize a brushless DC motor to spin the wheels and a hall effect tachometer
to sense the motion of the wheel. Twenty four magnets are attached to the reaction wheel and hall
devices sense the motion of these magnets pasta sensor. This sensor then is the tachometer which

increments by one each 1/24th of arevolution of the reaction wheel.
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5.2 Cassini Laboratory Configuration
5.2.1 RWA Assembly Simulator

Description

Asin the case of the IRU, the RWA assembly simulator consists or aremote terminal input output
unit for the RWA, software for the simulation, and an interface card that permits communication
between the two. The reaction wheel assembly simulation software is a C program that simulates
the dynamics of the reaction wheel for the purpose of calculating outputs to communicate with the
AFC viathe RTIOU. The inputs to the program area torque command from the AFC and power
on/off commands. The program’s outputs are tachometer counts, wheel power, and a torque com-
mand wrap around. The program data flow consists of reading the power and torque commands,
propagating a three dimensional state vector consisting of the wheel position, rate and a time de-
pendent frictional term, and then computing the tachometer and power outputs for the AFC.
When the loop starts, the model reads a RAM register to determine if the AFC has commanded the
wheel to power on. If the whedl is off, the power state is set to zero and the state continues to prop-
agate. In that case, the model would simulate frictional spin down of the reaction wheel. If the
wheel power state is set to one, the model performs two more reads of the RAM registers to read
the torque enable command and the 2’ s complement torque command.

The second step of the loop is to propagate the state of the system. This is performed by computing
the derivative of the state and then performing numerical integration to determine the actual state.

To determine the derivative of the state, the program first computes the total torque that will be
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applied to the wheel. This torque computation is shown in figure 5.1 and consists of four elements.
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Figure 5-1 Reaction Wheel Assembly Simulator Torque Computation

First, there is the commanded torgue. This is converted from two’s complement to an equivalent
value in Newton Meter-seconds and compared against a maximum motor torque. If the command-
ed exceeds the maximum, the motor torque is set to the maximum, There is also an overspeed flag
that is set if the wheel is spinning too fast, If it is spinning too fast, the motor torque is set to zero.
The second element of the torque command is a term to account for commutation ripple. This
torque is due to the brushless DC motor and is sinusoidal in nature due to the switching of the DC
current windings.

The third component of the torque is the viscous friction which opposes wheel velocity and is de-
termined by multiplying the wheel rate by a constant. Finaly, there is bearing friction to consider.
Thistorque is called Dahl friction based on the bearing model developed by P.R. Dahl.[ 1] This
model computes the time derivative of the friction and is integrated to determine the torque to ap-

ply. These four components are summed to determine the torque that will be applied to the whedl.
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Once the torque is known, the state derivative is calculated. This is accomplished by setting the
derivative of the position to the rate and the derivative of the rate to the torque divided by the wheel
inertia. The derivative of the Dahl friction term is calculated via Dahl’s model, These values are
then used in a4th order Runga Kutta numerical integration algorithm to determine the state of the
system. The time step used in this routine in 0.0625 seconds.

Finally, the output is computed. Thisis performed by first calculating the power consumed by the
wheel based on the vendor’s power model and converting the power into a current. Next, the ta-
chometer data is computed. This simulation runs every 62.5 ms, but the tachometer datais read by
the flight software every 125 ms. Therefore, the tachometer output should reflect what the real ta-
chometer would say after 125 ms. This is accomplished by multiplying the current rate of the
wheel by 125 ms. This gives an estimate of the position of the wheel after 125 ms. Then, thisis
multiplied by a scale factor representing the quantization of the tachometer. This is then the output
of the tachometer. Since the output is a integer, the fractional value computed by this calculation
is saved and added to the next read. In this manner, no tachometer counts are lost. Finally, the
current, tachometer counts, and the torque command are sent to the RAM registers for transmission
through the RTIOU back to the AFC.

Validation Testing and Results

The reaction wheel assembly simulator was unit tested by performing the reaction wheel simula-
tion integration procedure in the ITL, CATS, and ALTO. This procedure contains power off and
power on tests to verify electrical interfaces between the AFC and the RWA simulators. The power
off section is performed with break out boxes in the loop to protect the hardware in the event of a
incorrect connection. The power on tests verify that the flight software can command the wheels
and that the reaction wheel simulation responds as expected. These tests were performed in the
ITL and in CATS and no significant problems were found that would inhibit testing using the sm-
ulators.

A second set of tests was also performed. This set duplicated tests that were performed on the
flight equipment during stand alone testing. These tests were performed in CATS to allow for

comparison of simulator response and that of the actual hardware. The results of thistest is shown
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in figures 5.2 and 5.3. Figure 5.4 shows the error between the two rate plots.
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Figure 5-2 Reaction Wheel rates during comparison test
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Asisshown in the plots, particularly in the error plot, the simulator was able to track the hardware
guite well. Theinitial error is essentially aresult of not being able to exactly reproduce the earlier
test. The hardware was tested in a stand alone environment, while the simulator was tested with
flight software active. As aresult, the simulator test was subject to flight software constraints on
alowable wheel torques and rates. However, during wheel rate changes on the order of 500 radians
per second, the error was less than 10 radians per second. In addition, this error did not change
appreciably when the wheels were accelerating.

There are a number of important differences between the simulation and the real reaction wheels.
Thefirst difference is the multiplexer that exists on the real wheel. This allows the flight software
to receive different measurements of reaction wheel current and voltage. However, flight software

is not designed to use any information other than the line current for the reaction wheels. Thus, the
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simulator only computes line current.
A second difference points to an important issue that was seen earlier with the IRU simulator. Nei-
ther of these simulators have any knowledge as to when the flight software is going to read the
RTIOU output. This means that information must be kept current at al times at the RTIOU output.
A conseguence of thisis seen in the way the output of the RWA was computed. The RWA routine
runs at 16 Hz, but the flight software reads the RTIOU of the RWA at 8 Hz. Thus, it would be
desirable to run the output routine at 8 Hz as well. The problem isthat if thisis attempted, the sim-
ulator and the flight software diverge from each other and the result is incorrect output. “Old” in-
formation is kept at the RTIOU registers for too long and incorrect information is relayed to flight
software. Thisiswhy the output routine runs at 16 Hz and integrates the tachometer output as if it
was running at 8 Hz. This way, the simulator and the flight software will not diverge enough to
cause problems. In addition, the reaction wheel simulator will use the signal from the assembly
simulator card indicating aflight software read to prevent data corruption.
A third difference lies in the fact that the static ram that allows communication between the soft-
ware and the RTIOU uses the same registers for reading and writing, That is, the memory location
for reading information from a register is the same that is used to write information to that register.
Thisisaproblem with register 5 of the RWA. Thisregister is simultaneously the lower byte of the
tachometer data from the RWA simulator and the load mux command to the RWA. This means
that there is a chance, if the timing is unfortunate enough, for the RTIOU to read what it believes
is the lower byte of tachometer output, but is actually the old load mux control command from that
last cycle. Thisis arare occurrence due to the faster processing time of the RWA simulator, but if
the processing takes excessively long or if flight software is quicker than usual, bad data could
reach the AFC. With the real RWA, read and write registers are separate, but this is not the case
with the simulator and thus this danger exists.
One of the most difficult features of the reaction wheels to simulate was the response of the reac-
tion wheel to areset of its Remote Terminal on the AACS databus. A reset of the remote terminal
input/output unit (RTIOU) can be occur one of three ways: the RTIOU can be commanded to reset,
it resets as aresult of a power on, or the RTIOU can reset due to atimeout. A timeout occurs when
the RTIOU does not receive commanded for 250 ms. An RTIOU reset results in the reaction wheel
setting its torque command to zero until further instructions are received from flight software. This
prevents the reaction wheel from acting on an incorrect or obsol ete torque command and spinning
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out of control. Furthermore, the reaction wheel hardware manager inside flight software expects
to read a zero torque value back from the reaction wheel and will not command the wheels until
this zero is received.

The problem with simulating this reset response is threefold. First, the static RAM card that allows
the reaction wheel simulation software and the RTIOU to communicate does not include a channel
to relay the RTIOU reset information to the reaction wheel assembly simulator. Therefore the soft-
ware had no direct knowledge of the RTIOU reset. Secondly, the static RAM uses the same mem-
ory locations as read and write registers. This means that if an RTIOU reset was detected falsely
and the software wrote a zero to the torque memory location, good torque commands would be
overwritten. The final difficulty is that the flight software and the reaction wheel simulator have
no knowledge of each others timing. A reset could occur anytime during the simulators processing
cycle and the software would have to somehow correctly write a torque command of zero when a

reset occurs.
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The first attempt to solve this problem is depicted in figure 5.5. The software nominally runs twice
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Figure 5-5 First attempt in solving remote terminal reset anomaly



as fast as the flight software, so the simulator should expect a new torque command every other
cycle. Thefirst action isto read a new torque command and overwrite the RAM memory location
with a zero. Then the simulation continues using the read in torque command. It also copies the
command to atemporary buffer. The next cycle, the software expects a zero (which it wrote) since
no new update has occurred. If thisis true, the software acts on the previous torque command that
was buffered and propagates the state again. Finally, the register is read a third time. If the zero
isstill present, the software assumes that a reset has occurred since it did not receive a new update
and thus acts on the zero until a new update is received, when the cycle begins again.

This method did not work well. The software overrode the good torque commands with zeros in-
correctly and the simulator failed. This was caused by the fact that flight software timing is not
exact and synchronizing the simulator and flight software was too difficult in areal time environ-

ment. This can be seen be examine the following databus transactions

96-264/1 8:30:52.153 bm_d_rwx2 = 000eae0407074001004006 65 c096

96-264/1 8:30:52.235bm_s_rwx2 = 00 100706ae09e00000ffO00dI1 65 c072

96-264/1 8:30:52.278 bm_d_rwx2 = 000eac0407074001004006 65 c096

96-264/1 8:30:52.360 bm_s_rwx2 = 00100706ae09e00000{f000d91 65 c072

96-264/1 8:30:52.403 bm_d_rwx2 = 000eae0407074001004006 66 c094

96-264/1 8:30:52.548 bm_s_rwx2 = 00 100706ae09e0O0000ffO00e89 00 c093

96-264/1 8:30:52.590 bm_d_rwx2 = 000eae0407074001004006 00 c061

96-264/1 8:30:52.673bm_s_rwx2 = 00100706ae09e00000ffO00d89 00 cO8f

96-264/1 8:30:52.715 bm_d_rwx2 = 000eae0407074001004006 65 c096

96-264/1 8:30:52.860 bm_s_rwx2 = 00100706ae09e00000ffO00e89 00 c093
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96-264/1 8:30:52.903 bm_d_rwx2 = 000eae0407074001004006 00 c061

96-264/1 8:30:52.985bm_s_rwx2= 00100706ae09eO0000ff000d89 00 c08f

96-264/1 8:30:53.028 bm_d_rwx2 = 000eae0407074001004006 65 c096

96-264/1 8:30:53.110 bm_s_rwx2= 00 100706 ae09eOOOO0Off000e9 165 c076

96-264/1 8:30:53.153 bm_d_rwx2 = 000eae0407074001004006 66 c094

This data is from testing on GMT day 96-264 in CATS. Data denoted at bm_s_rwx2 are source
bus packets for RWA2 (from RWA?2) while those denoted as bm_d rwx2 are destination bus pack-
ets for RWA2 (from the AFC). Appendix A has a complete RWA bus data decoder. the critical
information is decoded and explained below.

The first source packet contains a OX66 (denoted by the spacing before and after) which is the
torque command read back from the reaction wheel. (OX66 = 102 dn [dummy units]. This corre-
sponds to a torque of 0.14 Nm) The next destination packet writes a 65 to register 6 (the torque
register). Thisis acted upon and the RWA reports back a 65. This happens again with no incident.
But observe what happens at 18:30:52.403. The flight software commands a torque of 66, but the
RWA is delayed in responding until 18:30:52.548. Since the flight software commands a reading
from the reaction wheels about 4 ms before the bm_s_rwx?2 data appears, this corresponds to a de-
lay between flight software commanding a torque and reading the reaction wheel of over 140 ms.
This delay results in the simulator reporting a zero as a read back, since the software believed an
RTIOU reset had occurred. Flight software responds by requesting a zero and verifying it reads
back a zero. This happens at 18:30:52.673 and thus flight software commands a torque of 0x65 to
resume processing. But again a delay occurs and the torque returns to zero. The simulator/flight
soft ware combination break this pattern at 18:30:53.028 and nominal operation continues.

Bases on this information, it was deemed essential to support as many as three simulation iterations
between flight software commands as well as to minimize the writing of zeros to the torque com-

mand. A new method was devised to met these additional requirements.
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This new method is shown in figure 5.6. This method uses the torque enable flag, which is set to

/

I read torque information |

No /\ yes
is enable zero
is flag =1

et flag =
S } /\

No
selflag =1

_[__]

set enable =0xFF

~

1

set flag =0

\

propogate state

Figure 5-6 Second attempt to solve Remote Terminal Reset Anomaly
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zero by the flight software each time a torque command is sent. The torque enable command is
monitored at the beginning of each iteration. If the torque enable command indicates new data has
been received, then the simulation accepts this data and resets the torque enable command. The
simulation then acts on this new data until 3 cycles without an update are complete. Then the sim-
ulation software sets the torque command to zero and acts on it as well. Thus the torque is set to
zero only if no updates are received for three cycles.

This method was much more successful and the results can be see in figure 5.7. The reaction wheel
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Figure 5-7 Successful restest of remote terminal reset anomaly

rates follow the idea rates computed by flight software very closely and the torque command re-

mained constant even in the presence of an RTIOU reset.
This modeling revealed an important consideration in real time simulation. It is critical that the
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simulated wheels have the same access to information that the hardware does. The reaction wheel
simulator does not have areset line, nor does it have separate input and output registers. This lack
of information made the RTIOU reset response a much more difficult item to model. Thisis an
area for improvement for Cassini’s Reaction Wheel simulator. The presence of a torque enable
command was fortunate and allowed the software to model the reset response, but the software re-
sponse is difference from the real hardware because the software and the hardware have different
information available to them. '

A final concern is the impact on fault injection. It has been decided that no fault injection would
be conducted in the ITL or CATS with the RWA simulators. This is due to the same decision that
impacted the fault injection of the IRU. Since no real command path exists to bias the tachometer
of areal wheel, no attempt will be made to do the same with the simulator. In addition, the timing
issues discussed above makes it impossible to guarantee that a particular flight software command
will generate a particular response, so injecting faults such as an incorrect torque readback during

aflight software cycle is not possible to simulate.

5.2.2 RWA Dynamics Model

Description

The reaction wheel dynamics model consists of a C program that is designed to simulate the reac-
tion wheels in order to generate torques to apply to the spacecraft dynamics model. The model
receives three pieces of information from the assembly simulator described in 5.2.1 above: the
commanded torgue which is read back from the assembly simulator, the tachometer reading from
the assembly simulator and the time of the torque command read back. This information is used
to drive the dynamics model as shown in figure 5.8. The first step isacall to DARTS to compute
the angular rate of the modeled wheels. Once the rates are known, the model computes a rate error.
First, the time since the last calculation is computed from the timing information. Second, a rate
sample is calculated using the tachometer output and the elapsed time since the last calculation.
Thisrate sampleis put through alow pass filter that combines the rate sample with a previous rate
estimate to obtain a new rate estimate. The purpose of this step is to limit the amount the rate es-
timate can jump in any one iteration. This rate estimate is then used with the rates of the DARTS
wheels to obtain the rate error.

Oncethe rate error is known, the model computes the torque to be applied to the simulated wheels
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inside DARTS. First, a correction torque is computed. This correction torque is a function of an
estimate of the drag torque and the rate error. The rate error is aso used to compute the next value

of the drag torque estimate. Finally, the torque applied is computed by subtracting the correction
torque from the commanded torgue.

Tachometer

utput corr .
+ tor — trq_applied
T [
torque - +
estimate M
A Y an
scale w_kp
A
\ 7 ‘Commanded
[sil § Torque
rate
error
rate
rate
sample . -+ estimate
> low gain ' DARTS
l,. —+ — rates
low gain
2

/

Figure 5-8 Reaction Wheel Dynamics Model Controller Block Diagram

Validation Testing and Results

To validate the model, conservation of angular momentum was invoked to develop predicts for the
simulated spacecraft rates as follows:

H=1Io (5.1)
‘XX, sic®xsic (; re‘lﬂrelx (5.2)
Ox s/c rlw—er (5.3)
XX,S/C
Where

I xx.s/c = Principle Moment of Inertia, X axis, Spacecraft
wy s/c = Angular Velocity about X axis, Spacecraft
Igw = Moment of Inertia, Reaction Wheel
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orw = Angular Velocity, Reaction Wheel

1 = Direction Cosine transform from reaction wheel to Spacecraft

Therefore, the effect of a reaction wheel’ s velocity on the spacecraft could be predicted, knowing
the moments of inertia of the spacecraft and reaction wheel, as well as the transform from reaction
wheel to spacecraft. The results of the testing was that after several coding errors were discovered
and fixed, the model did match analytical predicts to within 1 e-4 radians/second. Model Valida-
tion uncovered one particular feature of the real time simulation that almost prevented the dynam-
ical wheels from functioning before it was fixed. The problem was with the corruption of data
coming to the simulator from the blackboard. The simulator assumes that the data it receives is
valid and relies on thisinformation to track the reaction wheels on the spacecraft side of the simu-
lation (real or simulator). This means, for example, if the timetags used to determine the new speed
of the spacecraft wheels are corrupted and the change in time is falsely computed to be extremely
small, the model will compute an unusualy large rate estimate and attempt to torque the dynamics

wheel to match this incorrect rate estimate. This resulted in several problems that had to be cor-

52



rected. For example, figures 5.9 and 5.10 shows data from GMT day 96-233 and 96-235 where
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Figure 5-9 Reaction Wheel dynamics simulator anomaly- 96-233
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Figure 5-10 Reaction Wheel dynamics simulator anomaly- 96-235

the reaction wheels spun out of control and later recovered. Examination of the model software
revealed that this second order behavior would be possible if the software received a small change
in time estimate (used in the computation of the rate sample and the drag torque estimate). This
would result in atorgue sent to the dynamics wheels that would be unrealistically large based on
the unrealistic speed and drag torque computed, and the rates would jump as shown. When the
next update was reasonable, however, the rates would decrease and the wheels would gradually be
brought under control. The response is second order due to the proportional plus integra controller
used in the dynamics model. To “correct this, a limiter was added to the drag torque estimate
(shown in figure 5.8). Filters were also added to the incoming tachometer and torque data, as well
as software to limit the change in time estimate to within 25 ms of the expected value. Initially,

the necessity of the limiter on the change in time estimate was not discovered and when the time
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is was not limited (and only the drag torque, torque and tachometer filters were activated), the error

became afirst order response, shown in figure 5.11. This is because the drag torque filter limited
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Figure 5-11 Reaction Wheel dynamics model first order anomaly

the integral controller, but not the proportional controller could still bein error if alarge, incorrect
rate sample was computed. Once the change in time computation was limited, the model did be-

have as expected with no anomalous error responses.

55



5.2.3 Closed Loop Simulation

A closed loop flow diagram is shown in figure 5.12. This configuration was used to rest the AACS
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Figure 5-12 Reaction Wheel Simulation closed loop diagram

during the operational modes (OPM) sequence testing. The OPM sequences test the reaction
wheels during a series of precision pointing maneuvers simulating science data gathering opera-

tions when Cassini performs its orbital tour. The desired profile of the spacecraft angular rate is
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shown in Figure 5.13. The data was generated during flight software testing on the Flight Software
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Figure 5-13 RWA OPM Testing- Flight Software Development Station
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Development Station (FSDS). The next figure, 5.14, shows the results from the testing in CATS
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Figure 5-14 RWA OPM Testing- CATS

on GMT day 96-237. The spacecraft is under reaction wheel control for the second part of the se-
guence. This section can be identified by the reduction in noise of the rate plots. The CATS tests
matches very closely with the FSDS run and the closed loop performance of the RWA simulator
and the dynamics model was verified.

An important lesson that was learned during the RWA closed loop testing is the value of simulators
when software is being tested. As the complexity of software grows, the chance that something
will operate incorrect] y grows as well. Thisis evident from several flight software tests when the
software reaction wheel manager was acting incorrectly and was sending torque commands to the

reaction wheels periodically. If these commands were sent to the real hardware, the results could
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have been very unfortunate and the hardware may have been damaged. Thus, the simulators

played acritical role in closed loop software testing as well.

5.3 Evaluation

The reaction wheel simulator is the most complicated software smulator due to its internal dynam-
ics and the importance of timing associated with it. Both functionally and in performance, the
RWA simulator closely matched the real hardware. The laboratories relied heavily on the simula-
tors during testing and they performed their functions well. Validation activities for the reaction
wheels revealed the problem of data corruption within the simulation. This problem was sur-
mounted by implementing filters on incoming reaction wheel data. The fact that the flight and sup-
port equipment software do not talk to one another resulted in a difficult implementation of the
reaction wheel RTIOU reset response as well. However, even with these problems, the RWA sim-
ulator permitted effective testing of the AACS.
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Chapter 6
Conclusion

This thesis has investigated the use of simulators during the testing of Cassini’s AACS. The sim-
ulators have al met their requirements and testing in the three laboratories was improved through
the use of these smulators. There are severa lessions that have been learned during the testing
period.

Thefirst lesson is the importance of clear requirements and objectives in simulation. For example,
the fact that the EGA simulators were never meant to simulate a leaded EGA led to the activation
of fault protection during ATLO testing. It was the misunderstanding of this fact that led to the
fault protection event. An example of clear requirement understanding is the IRU SHARC simu-
lator. It was clear from the beginning that “the support equipment software would not smulated the
actual BIT or software download. Since this was specified, testing of these functions was handled
elsewhere and this clear expectation led to effective testing.

A second lesson is that there is a tradeoff when deciding on additional command paths in simula-
tors. The Cassini project decided not to add any additional command paths. The advantage of this
is that the simulators act just like the hardware in terms of how it interfaces with the support or
flight equipment. The disadvantage is that the ability of the tester to inject faults into the system
is compromised. The simulators could not be forced to report false information. For example, the
only way an IRU simulator could report bad data is if the dynamics simulation reported incorrect
data to the IRU. Thus the designer of a simulator must decide between increased ability to inject
faults and a simulator that is more like the actual flight equipment.

A final lession that applies not only to these simulators but to the laboratory environment as a
whole is that in rea time simulation, timing is everything. This was demonstrated with the
RTIOU reset response simualtion as well as the data transfers between the aspects of the simula-
tors. Loss of data bween the RWA simulator and mode] caused testing failures and the biggest
problem with the support equipment software as a whole was data loss and corrupriton. Real time
simulation is agreat asset and an indispensable tool, but care must be taken to preserve data integ-

rity to ensure consistent and reliable testing of subsystem hardware and software.
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Appendix A: Reaction Wheel Databus Transmission Decoding

In section 5.2.1, databus transactions revealed difficulties in simulating the reaction wheel’s re-
sponse to a remote terminal reset. This appendix shows how that data was decoded.

All transmissions on the AACS databus are known as packets. Commands from the AACS Flight
Computer are denoted as reaction wheel destination packets since they come the AFC and the des-
tination is the reaction wheel, The designation for this packet is “bm_d_rwx2”. This stands for
bus monitor destination packet for reaction wheel electronics 2. There are two types of messages
that the AFC sends to the reaction wheel-- commands and requests for data. A typical command
packet is shown below. In the following explanations, a word is defined as four hexadecimal digits

and a byte as 2 hexadecima digits.

bm_d_rwx2=000eae040707 400100400665 CO 96

The first four hexadecima digits ( OOQOe) are for support equipment processing and is not used by
either the AFC or the RWA. The second “word” consists of two parts. Oxae denotes the address
of the destination and stands for RWA2. 04 is a control byte that tells the RWA how to respond to
the command. In thisinstance, 04 simply means that the packet is a command and is coming from
the prime AFC. The third word tells the reaction wheel that the source was 07, which is AFC-A,
and the number of bytesin this messageis?.

The commands start with OX40. The OX40 is a command to write data to a remote terminal address.
Specifically, in this instance, it means to write one byte of data, starting at the address specified by
the next byte. So, the 040100 is decoded to mean write one byte of data, starting at address 01,
and that datais OXOO. Register 01 of the reaction wheel’s remote terminal is the torque enable com-
mand, so the AFC is enabling the RWA to accept the torque command.

The next command is similar. It reads4006 65. This means to write one byte of data to the reac-
tion wheel, starting at address 06, and that data is 0x65. This register is the torque command reg-
ister. It is this register that we observed to fluctuate unexpectedly during the RWA RTIOU reset
testing.
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The final bytes are CO and 96. The OxcO is a “no operation” command and is needed to expand the
packet to the correct length for the databus. The 96 is the checksum of the command,

A packet from the AFC to request datais similar to the command to write data:

bm_d rwx2 = 0012 ae06070b 0002010300050006400400 10

The first three words have the same definitions as before. 0012 is used by the support equipment,
ae06 says the destination is the RWA2 and the command is from the prime AFC (OX06 has identical
meaning to 0x04), and 070b means the source is AFC-A and to expect 11 bytes in this packet (0xOb
= 11 decimal).

The first command is OXOO02. This means collect one byte of datafrom address 02 (read to load
RWA tachometer register). 0103 means collect two bytes starting at address 03 (upper and lower
bytes of the tachometer). 0005 and 0006 decode to collect one word from registers 5 and 6 respec-
tively (RWA line current and torque command wrap around). Finally, 040400 is a write of one
byte to address 04 and that byte of datais OXOO. The Ox 10 is the checksum.

The second type of packet on the databus is from the RWA. Thisis denoted as bm_s rwx2, mean-
ing bus monitor source packet from reaction wheel electronics 2. A typical reply is shown below.

bm_s_rwx2 = 00100706 ae09 eOO00O0 ff OO0e 9165 CO 76

Again, the first word is for the support equipment, the second denotes the destination as 0x07
(AFC-A) and this time the OX06 isignored, since the packet is not from the bus controller (AFC-
A). ae09 decodes to mean the source is RWA2 and the number of bytes to expect is 9.

Thefirst part of the reply is OxeOOOOO. In binary, thisis three 1's followed by zeros. The three
ones denote this packet as a reply and the zeros indicated no errors in this reply. Next comes the
data in the order requested from the AFC. This packet was generated in response to the command
to request data that was decoded earlier, so here is the data requested from registers 02 (0xff) ,03
(0x00 Oe) ,05 (0x91) and 06 (0x65). Again, register six contains the torque command wrap-
around that was observed to behave anomaously during testing. The CO is again the “no operation”
command and the 76 is the checksum.
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Appendix B: Source Code for software simulations

The following pages include the source code for the following models and simulations:
.Reaction Wheel Assembly Simulator

.Reaction Wheel Dynamics Model

.Engine Gimbal Actuator Dynamics Model

Inertial Reference Unit Assembly Simulator

Intertial Reference Unit Dynamics Model
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asm_1ru.c

iru_rtiou_write(id, out, afc)
{ int id; /**coorsponds to iru device, irua=0 and irub=1 **/
int out; /** 16=time and status, 8=chan A, 4=chan B, 2=chan C
"%
* IRU will reset as a resulit of RTIOU reset or input power fall .ng l=chan D, 31l=all **/
* below minimum ievels {except transients). Following a reset int a.c; *- Oxffffffff=check afc read counter,
* code and data must be downlioaded to the IRU and gyro angie 0x00000000=ignore afc interaction **/
* counters are cieared.
2y
if (iru_device_id == 0) [
1f ((1d == 0) && (assem_irua_write_ok == 1) tafc == 0))) {
GYroA_angie_ Al = O
gyroA_angle_Al - o *
gyroA_angle_A2 ~ o” * Ok to write to assembly unit, 1f the flight computer
gyroA_angle_BO < § * grarts a transaction while in this block, we should be
gyroA_angle_Bl = * able to finish before the assembly unit actually responds
gyroA_angle_B2 _ 4. * to the read but we wiil protect ourselves by marking the
gyroA_angle CO0 = ;. * data invalid during the write process
gyrohA_angle_Cl - ¢. */
gyroA_angle_C2 _ 0.
gyroA_angle_D0 ~ . /* poke8lassem_irua + (0xi0 << I + 1, 1ru_datainvalid); */
gyroA_angle_Di = J.
gyroA_angie_pD2 = J.
i 1t (;out & 0x0013) '= G ¢
poke8(assem_irua + {(0x11l ¢ 1' + 1. iru_gyrosat
if (iru_gev .ce_.d == 1 poke8{assem_irua + {(0xle 1, + 1. iru_timetagi{id])-
poke8{assenm_irua + (Ox1f <1+ 1. iru_timetagliid;)
gyroB_angle_AD = § poke8{assem_irua + {(0x20 AM w” + 1. pbilt_stat [id]
GYroB_angle_Al = ¢ poxe8{assem_irua + {(0x21 MA m, + 1. bit_crnt id;
gyroB_angie_A2 = poxe8{assem_irua + (0x2a < T 1. bit_cpu..1d;
gyroB_angle_BO = ¢ poked(assem _irua + {0x2b (o i, + 1. bit_cpulii
gyroB_angle_Bl = § poked{assem_irua + (Ux2C < . + 1. bit_psmi(i
gyroB_anglie_B2 = § pokef8 (assem_irua + (0x2d4 << + o+ 1. bit_psmd{id]
gyroB_angie_CO0 _ ¢ poked(assem_irua + {(Ux2e << 1, + 1. pit_dnld(id]
gyroB_angie_Ci1 = 0 -
gyroB_angie_C2 = it oot & 0x0G08) = &)
gyroB_angie_DO0 = ¢ poxed(assem_irua + {0xi2 <q 1" + «, GYroA_angie_A2);
gyroB_angie_Di =0 poxe8(assem_irua + {0x13 << 1 + 1, gyroA_angie_Al};
gyroB_angie_D2 = 0 poke8(assem_irua + (0x14 << 1’ + i, gyroA_angle A0);
poxed(assem_irua + (0x22 << i+ + 1, bitgyrai(id
poxed (assem_1irua + Moxmw << 1, + 1, bitgyrali{id));
b
1f (out & 3Jx0Q04) '= 0}
3 poke8(assem_irua + (0x15 << 1) + 1, gyroA_angle_B2)
iru_datavalid iru_device_1d] = 0x380; poke8(assem_irua + (0xi6 << + 1, gyroA_angle_Bl)
iru_gyrosatr {iru_device_id; = Ox00; poke8{assem_irua + {(0x17 << + 1, gyroA_angle_BG)
iru_timetagl[iru_device_id, = 0x00; poke8{assem_irua + (0x24 << + 1, bitgyrbi{id;)
1ru_timetagl {iru_device_idj = 0x00; pokeB{assem_irua + (0x25 << + 1, bitgyrbldiid]);
iru_timetag(iru_device_id] = 0; /* zero out time ctr * Vi
Eangle(iru_device_id] (0] = 0. 1f ({out & 0x0002) !'= 0)
Eangleiru_device_id]{i] = 0. poked (assem_irua + (0x18 << 1) + 1, gyroA_angle_C2j
Eangle[iru_device_id] (2] = 0. poke8 (assem_irua + {0x19 << 1) + 1, gyroA_angle_Ci)
Eangle[iru_device_id] (3] = C. poxed(assem_irua + (0xla << 1) + 1, gyroA_angie_C0)
DEanglie{iru_device_:id) {0 = C; poxed{assem_irua + (0x26 << 1} + 1, bitgyrciiid
DEangle(iru_device_id) [i] = 0; poke8(assem_irua + (0x27 << 1} + 1, bitgyrcO[id
DEangie(iru_device_id] (2] = 0; 7
DEangle[iru_device_idj (3] = 0; 1f  {out & OxCOC1) ‘= O |
iru_gyrosatr_delay(iru_device_1d]}'0) = g. pokeb (assem_irua + (0x1lb << 1) + 1, gyroA_angle D2Z)
iru_gyrosatr_delay{iru_device_,d;'i. = 0. poke8 assem_irua + (Oxlc << 1) + 1, gyroA_angle_DI)
iru_gyrosatr_delay{iru_device_1ld;‘'2; = 0. Uo%mm_mmmmalwwcw + (0x1d << 1) + 1, gyroA_angle_DU)
iru_gyrosatr_delay(iru_device_id; (3] = ¢ Uowmm_mmmmalwacm + {(0x28 << 1) + 1, pitgyrdl(id
poke8, assem_irua + (0x29 << 1) + 1, bitgyrdl(id
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) else ¢
cardboard] consecut ive_recycles++;

-

card [board! assem_insync . 1 ;
cardboard] assem_write_done = 0 ; /* allow another write
* at proper timee |
card ‘board] assem_:in t_active++ ;

card [board] last_pwr cardboard; pw;

if (card[ board] assem_RTIOU_c t < card !board) RTIQU_recyc le_value) {
L
either in terrupts are off, or assem card not read, reset-

assem.i rub>oss ibLeSarity..ct++

if 4 (last_ira pwr 717 & Ox08) '= 0) && ((1Tu_DWr (1] & Ox08)
/* AFC has conpleted an assembly card transaction */
assem_i rub_R TIOU_ct = iru_RTIOU rese:- ! imit;
assem_irub_insync = 1 ;
assem_i rub_int_active++;

o)) {

I'= ira_pwr(0);
! iru_pwrfl];

S i .
- 16:12:08 asm_iru.c
* counter and disable interrupt
retura (0) ; “l
cardboard! assem_R TIOU_ct = caré (board! R TIOU_re se t©_lim ji¢;
card [board) assem_sync l0Ss _ct++;
Yi card fboard) assem_write_done = O /* allow another wite
.at proper time */
int /* card! board) .assem_insync = QO */
ch eck_statu s_register (board) /* poke8 (*card [board! .base_addr + Ox8004 + 1, Oxee) ; ‘/
int boar d; };
if ( (cardboard) assem_ RTIOU_ct > card [board] .RTIOU_interrup ¢ _enable_value)
card [beoard] .pwr = read_ iru_power ( *card [board! .base_addr) ;
(card [board] .assem_RTIOU_ct < card [board] -ETIOU_lockout_valye):
cardboard] assem_RTIOU_c t--; (card [board) .assem_write_done '= O '
(card [board] assem_insync == 0)) {
i€ ( ( (card [board!.last_pwr & 0x04) == Ox0C) && ( (cardboard] .pwr & 0x041 '= 0x00 cardboard] .assem_write_ok = 0; /* inhibit writes */
)) ¢ ) else {
/* device djust turned on send reset */ cardboard! .assem_write_ok = 1; /* enable wites ‘/
reset_board( *card 'board] .base_addr} ; Y
return Q
if ((card rboard! .pwr & 0x04! == 0x00) { )y:
card 'board! assem_insync = O ;
cardboard; assem_RTI ou_ct = cardboard! R TIOU_res et_lim it;
card 'board] consecutive_re cycles = 0; int
check_ iru_status_reg ister ! )
ify ( (card'board] last_pwr & 0x08) . . 0) && ((car d[board! .pwr & 0x0R) '= 0)) ! iru_pwr ! C.=read_ iru_power ( assem_irua ) ;
/ * AFC has started an assembly card transaction +*/ iru_pwr ! 11 = read_ iru_power (assem_irub) ;
carC 'hoard! assem RTIOU 1 ne o* = cardboard! assem RTIOU C «;
i¢ (cardboard) .assem_write_ok .= 1) 1€ (((last frupwri0! g 0Ox08) == 0) && ((iru_pwr '0) & 0Ox 08) '= 0)) !
/ * AFC transactio n cccurred when writes not inhibhited * / /* AFC has started an assembly card transaction */
card 'hoard! .assem_poss ible_parity_ct+ + assem_irua_R TIOU_i n pv = asserm_irua RT 1or_c¢
checkpoint 2_card !board! = card ‘board!; if (assem_irua_wr ite_ok == 1) {
v /' AFC tran saction occurred when wr ites not inhibited */
Y assem_irua_possi ble_parity_ct ++;
1.
i€ (( (card [board! ras t_pwr & 0x08) '= 0) s& ((card[board]. pwr & 0Ox 08) == 0)) { Y
/* AFC has completed an assembly card transaction =~/
checkpoint_ card fboard! = cardboard! ; if (((last_iru_pwr (0] & Ox08) 1= Q) && ((iru_pwr!0! & Ox0R) == 0)) /
if ( (cardboard! .assem RTIOU c* < card 'board! R TIOU_l ockouz_value)'’ /' AFC has completed an assembly card Transaction */
{card’board) consecu% ive_recycles > cardboard! consecut ive_recycles assem_i rua_RTIQU_ct =iru_RTIOU res et _limit;
_limit)) < assem_i rua_insync . 1 ;
f! assem_i rua_int_active++ ;
, 1f we have recycled, ie assem_RTIOU_ct is near y;
‘ R TIOU_ rese t_limit net C, do not reset - assume we
‘ are in sync but count consecutive msses after i€ (( (las«_iru pwr!l! & 0x08) == 0} && ({iru _pwri1) & 0x08) '= 0)) !
‘ limit resync to signal /* AFC has started an assenbly card Transaction. */
*/ assem_i rub_ RTIOU_int_p: = assem_i rub_ BT I0U ct;
card[hoard] .assem RTIO "lct = card [hoard] -R TI OU reset_limit; if (assem_i rub_wri te_ok == 1} ¢
cardboard! consecu “ive_recycles = O /* AFC transaction occurred when writes not inhibited ‘ /[
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if ( assem_i rua RTIOU_c t-- < iru_RTI OU_recycle_value ) (

/*
.eirher interrupts are off, or
“ counter and di sable interrupt
“1

assem_i rua_RTIOV ct = iru_R TIOU_reset_l imit;

assem_i rua_syncl oss_ct++;

/' assem_irua_insync = 0; */

assem card not read, reset

asm_1ru.c

int

V.

};
return 0;

iru_sum_angle ( id, 1)

int id;
int i:
doubl e ancle_ rate;
unsi gned short int time;
if (L ==0v ! /** tinme and sat. bits are synced to start of upda
cycle **/
iru_gyrosatr [id] = 0x00; I *" clear saturation bits **/
time = update_ time (id) ;
iru_timetag 07id) = time & Ox00 ££:
iru_timetagl [id! = time >> 8;
angle_rate = angular _rate id'[i];
sax
** i€ angular rate exceeds 15 deg/sec set coorsponding
.+ gyro saturation bi%
if(fabslangle_rate)> (scaled_iru_gyro_ sat_limit) ) |
if (id 0) !
Jim_gyr_stra ++;
D else ¢
Jim_gyr_strh+ t ]
iru_gyrosatr’id) = iru_gyrosatr id]' gyro_ sat_mask[i! ;
DEanglefid] fi} = 0. 0; /** set integrated angle to 0 **/
iru_gyrosatr_de lay 'idl 7i'. iru_gyrosatr_de lay_ %ime;
trap_ angular_rate_a = angular_rate [id! [0 :
trap_angu lar_ra te_b = angular_rate [ id) (11,
trap _angula r_rate_c = an gular_ra te ! id! 120
trap _angula r_rate_d = angular_ra te 7id) (3 ;
trap_: i
trap_mask = iru_gyrosa trlid];
trap_ angle_ra te = angle_ rate;
} else (
if ( (--iru_gyrosatr_ delay [id] ‘i
iru_ayrosatr_de lay 'id)
/** apply cycle delta time and scale factor **/
DEanale[id] [i] += (angle_rate.iru_cycle_t ime gf ) ;
i¢ (DEangle! jd! i) >= iru_rollover) !
DEangle® id! il -= iru_rol lover;
} else ¢
1f (DEanaglefid) [i] <= -iru_roll over) ’
DEangle!id) 71! += iru_r oll pver:
Voelse ¢ /*+ Keepgar flag condition until timer expires *+/

/* pokef (assem_irua + Ox8006 + 1, Oxee) ; '/
};
iEY t-- < iru R TIOU_r ecycle_value ) !
either interrupts are off, or assem card not read, reset
.counter and disable interrupt
*/
assem_irub RPIQU_ct = iru R TIOU rese £ 1 imit;
assem_i rub_syncloss_ct ++;
| .assem_irub_insync = 0; */
/* poke8(assem_irub + 0xR005 + 1, Oxee) ; '/
}:
< ( ( asser_irua RTI QU_ interrupt_ enable_value !’
(assem_i rua_| ockout_value )
(assem_irua_insync ) !
assem_irua_wr ite_ok = 0; /" inhibit writes ‘/
}elge !
assem_irua_wri te_ok . 1 ; /* enable writes */
Y
140 ( assem_: rub_ R TIOU_ct > iru_RTIOU_ inter rupt_enab le_value )
( assem_: rub_P TIOU_c © < iru RTI CU_lock out_value ) [
(assem_irub_insync == C') /
assem_l rub_write_ox . C ; /* inhibit writes */
I else {
=21, /* enable wites ‘/
}:
return O ;
} .
int
iru_in tegrat or ( )
{
int i, 3
for (i = QO i <6; i++)¢{
check_ status _register | i ) ;
b
ire_1024_h z_cyc le++
iru_1024_hz_cycle . iru_1024_hz_cycle & 0x 000003£f;
if (iru_cycle_array ‘iru_1024_hz_cy cle) ' = 0){
iru_channel = {(iru_channel + 1) & 0x00000003;
iru_sim ( iru_chamnel ) ;
} else {
if (iru_channe 1 == 3) ( /** safe to pick yp dynanics rates **/
for (i = 0;1 < 2; i++) !
if {dyn_rate_avail =0y (
for (3 = o J<4; 3++) (
angul ar_ra te il [i] = dyn_iru_ratelil (3],
Y
dyn_ra*te_avail [i] = Q
}i

iru_cyr osatr!
DEangle(id?

Q! . ivu_gyrosatr [id!
= 0.0; /** set

(iru_noise_on '= O && ( (iru_gyrosatr (id] & gyro_

sat_maskfil) ==0)
Eangle rid) i1 = (DEangle (id1 [i! +

iru_n oise (id) ) /iru_angle_s

"gyro_ saz_mask [ i1,
integrated angle to O **/

)

ot

e
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Fangle(id] "i] = DEangle’

iru_datavalid(id! = 0x20bc ~

if(id == 0) ¢

switch (i) ¢

case O
gyroA_angle_AD =
gyroA_angle_Al =
gyroA_angle_A2
br eak;

case 1:
gyroA_angle_B0 =
gyroA_angle_Bl
gyroA_angle_ B2
br eak:

case 2:
gyroA_angle_CC =
gyroA_angl e_(C1 =
qyroA_angle_C2 =
break. ;

case 3:
gyroA_angle_D0 =
gYYoA_an _D1 =
gyroA_angle_D2 =
break;

switch (i) ¢

case Q:
gyroB_angle AD =
gyroB_angle_Al =
gyroB_angle_A2 =
break;

case 1:
gyroB_angle_B0 =
gyroB_an _Bl =
gyroB_angle_B2 =
break;

case 2:

case 3
gyroB_angle_D0O =
gyroB_angle_D1 =
gyroB_angle_D2 =
break;

iru_gyrosatrlig};

asm_Iru.c
id' i’/ iru_angle_s¢;

/** hit 7 always = 1

int

iru_sim ( target_channel )

*/

Banglelid) [0] & Ox0C0000ff; !
(Eangle’id) (01 >> 8) & Ox000000ff;
(Eangleid! 101 >> 16) & Ox Q00000€F;
Eangle[id) 1] & Ox000000ff;
(Eangle [id) [1] >> 8) & Ox000000%¢;
(Eang le [1d] [1) >> 14) & 0x000000ff;

£;
(Eang le [1d][2] >> 8) & 0x 000000££;
(Eangle 7id! [27 >> 16) & Ox000000£;
Eangle(id) 13} & 0Ox000000f%;
{Eangle(id] "2 >> 8) & Ox000Q00Q0f€:
(Eangleid! 12} >> 16) & Ox0Q00000£F;
Eanglef(id! 10! & CxQ00000£F;
(Eanglelidl 10! >> 2) & OxC000QQ0ff:
(Eanglefid) 10 >> 16) & Ox000000FF;
Eangle[idl 1) & Ox0000fEf;
(Eangle[id) (1] >> R) & Ox0QCQQ00fE;
{Eanglelid! f1] >> 16) & Ox0C00D0€E;
Banglelid] 12! & OxD00000fF;
{Eanglelid! 12! >> 8) & Ox000C00fE,
(Eangle[id? 127 >> 16) & Ox000000€f;
Eangle [id’ 12! & Ox 000000fF;
(Eanglefidl 3) >> g) & 0x0000 COf£;
(Eangle’ id) 3! “>> 16) & 0x000000£%;

ze

int

int
int

/**int

Jr

SfrRst QY =

if

o8

iru data

£

targe t_channel; /* C=chan A

sti2] ] /** Soft Reset Function code
21141

power off to on transition,

= power turned on - doing BIT 1
= wait for download to complete,
= soft rese%x,

= normal **/

i
Sfe R,
anqular_ rate [ o ¥/

i ru_mode:
sec

timer,

s WO

peekBilassem_irua +

{((SftRs= 0!
(peekB{assem_irua +
(peek® (assem_irua +
{peek8(assem_irua + (0OxR3 << 1)
{peekB({ assem_irua + (0x84 << 1)
(peek f{assem_irua + (0x85 << 1)
{peek8(assem_irua + (0xB6 << 1) 1)tz Nx00)

/* di e? not pass reset packet test */

1= 0x03) "'
(Ox81 << 2) + 1)
(0x82 << 2

~— 1
1
(o3
<

£a 4 pa b
I

D O 3O

= X
o0 oo

]
o 0o
=

~

SEeR st 107 = 0,

= peek8{assem_irub + (0x80 << 1) + 1}

0x03) !
(0x81 << 1) +
(0xR2 << 1V +

(SELR g1 1=
(peekB(assem_irub +
(peekB (assem_irub -+
{peek8(asser {0x83 << 1)
(peek 8(assem_irub + (0x84 << 1y
(peek? (assem_irub + (0x85 << 1) +
(peekB (assem_irub + (0x86 << 1) + 1

/* did not pass reset packet “este |

SfeRst (1! = o

*

b

g T -

_ 1

o

o oo X
RoxKox

PO oo o

-

ub

s
S S OO O

o

x

o |
[Se]

Pes) o

(({card’i!.pwr & 0x04) /** device i
iru_reset (i};
bit_crneli) = 0
bit_dnldlil = 0
dwn_ld_done'i! =
iru_modelil = 0;
/** device is on

if

Y

switch (iru_modefi]) (
case 0:/** device i
iru_reset{i
iru_rtiou_write(i,

ust turned on **/
)

31, force write);

wxy

/

l=chan B, 2.than C,  3.than

no»



b 16:12:08 asm_iru.c

iru_timer ! it . iru_BIT_t ime; /** counts down to zero iru_rt iou_write (i, 15 force_wrice); (A
b upda*te status only **/
iru_mode [i! = 1; soft_reset_flag'il! = 1,
br eak;
i€ {dwn_1d_done (i) == 0x0£) { /** downl oad
case 1. /** 1 second BIT timer **/ conplete **/
if (iru_timer i1 > 0) { iru_mode [i] = 4;
iru_timer(il —; ? else ! /** check for download compl
} else ( /** timer expired ++/ etee +1
iru_mode [i] = 2;
bit_dnldiil . 0x30; /|’ BIT completee Y;
iru_gyrosa tr [i] = 0x00; Y
bit_crnt'il = 500 / 15.625; break;
dwn_ld_done [ 1] = 0x05;
iru_rt iou_write (i, 16, force_write) ; | ** upda case 4:/** normal opera tion **/
te status only **/
iru_mode i) = 2 ; /** check for soft reset £irst before calculating an
b gles *+*y
break;
if (SExRst il == 0Ox03) { /** soft reset Just
case 2:/** wait for download to complete **/ occurred **/

iru_reset!i) ;
/** check for soft reset

iru_r-iou_write( i, 31, force_write) ; [
update all *+*/
1€ (3 ExRseli) == 0x03) ! /** sofr reset just occu iru_timer 11! = iru_sofs_rese t_r ime; /rx
rred **/ counts down to zero **|
iru_rese t(i}); iru-modefi? = 3;
iru_rti ouw writ e(i, 21, force.write) | ** upda } else {
te all **/ i ru_sum_angle (i, target_channel ! ;
iru_timer(i! = _ /** coun i£(rarget_channel == 3 ) !
ts down tozero** /** write to iru after all angles co
irunmede’'i! =3 mplete: * /
Y else ! iru_rtiou_write(i, 21, check_afc);
b
if tdwn_ld_doneli! == 0x0&) [ /** download com }:
plete **/
iru_modefil . 4; break;
I else ! /' .check for download complete Y
};
iru_dewnload( i) ; 1€ (iru_mode’i! 1= 4y !
L card i!.assem_insync = C ;
}: Y
br eak;
case 3:/** soft reset delay 1 second timer e +1
Y
if (iru_timerfi} > 0) !
mer [1)--; int
1 /++ timer expired =*; iru_downleoad(id)
int id;
s
** this prevents a continous so ftreset
': by writing over the function code
LI
1€ ((id == 0) && (fake_download '= 1)) ¢
i€ (1 == 0) {
pokef (assem_irua + (0xR80 << 1) + 1, Cxff FuncCodeA . peek R (assem_irua + (0x80 << 1) + 1);
)i
Y if (FuncCodeA == 0x09) !
MspaceA = peek8 (assem_irua + (0x80 << 1) + 5) ;
if (1 ==1){ if (MspaceA == 0x00) !
poke8 (assem_irub + (0x80 << 1) + 1, Oxff /* 0x00 space GSP p-space ' /
) bit_dnld [id! = bit_dnléfid] | 0xcO;
v

Y; poke8(assem_irua + (Ox2e << 1) + 1, bit_dnldfid)!
/* chksum on p-space good * /
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}

in%

asm_1ru.c
dwn_l¢_dore ! id = dwr_ld_done ! id! 0x23 5
};
1E (MspaceA == 0x10) ¢
/* OXOO space d-space * /
bit_dnldlid] . bit_dnldfidl ' 0x0c;
poke8 (assem_irua + (0x2e << 1) + 1, bit_dnld [id)) ;
/* chksum on d-space good * /
@wn_ld_done { id! . dwn_ld_done [ id]' 0xOc;
1.
Y.
v,
if ((id == 1) && (fake_ download = 1)} ¢
Func Code B = peek 8 (assem_irub + (0x20 << 1) . 1);
1f (Fix.ccode2 == 0x09 ) {
Mspace B = peek® (assem_irub . (0x80 << 1) +5) ;
if (MspaceB == 0x00) !
/* 0x00 space GSPp-space*/
bit_dnld (id! . bit_dnldridl | 2xc0;
pokef (assem_irub + (0x2e << 1)+ 1, bit_dnld [id]) ;
/ .chksum on p-space good./
dwn_ld_done ' id! = dwn_1¢&_dene | id! 0x03 ;
).
if (MspaceB == 0x10) /
/* 0x00 space d-space */
bit_dnld’idl = hix_dnldrlid! ' 0Ox0c;
poxef {assem_irub + (0x2e << 1) + 1, bit dnldrid’):
/* chksum on d-space good */
dwn_ld_donefid! = dwn_ld_doneid! | Ox0c¢;
AU
1
i£¢ fake_download == 1) {
bit_dnldfl id} = Oxfc;
iru_da tavalid’ id! . Oxbc;
dwn_1d_done fidl . 0x0f ;
)

run_assem()

{

rwa_loop () ;
return 0;
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16:12:14
)
/*
Indexing: ! (+Y REA/+«X EGA) , ( (+Y REA-X EGR), (-Y ?. EA/+X EGA), (-Y P. EA/-X
EA)
Note that within the CAB docunentation, the +«Y REA is designate? as the A REA
* and the -Y REA is designated as the B REA. Additionally, the +X ERA is
+ designated as EGAPA, while the -X EGA is designated asEGAQA.
mel_u_vec: Unit vector of +Y ME thrust in 5/Cc coords me2_u_vec . it
* vector of =Y ME thrust in S/C coords
*/
voi d
ega_model ( ega_ext_c om, lvd:_pos_est, mel_u_vec, me2_u_vec
d_real ega_ext_com '] , lvdt_pos_est ', mel_uvec!]l, me2_u vec!l! ;
/ﬁ
* in: ega_ext_c om commanded extensions lvdt_pos_est lvadt extensions
-
* out meluvec main engine vectors me2_u_v ecC
*/
{
d_real delta;
int i
if {ega_onoff_a) !
/* update state per command -- limit if necessary: */
for (1= 0; 1 <« 2; i+s+) (
ega_ext_comli * 2 + 0! = ega_ex*_com{i * 2 « 0! * _Q0027245;
lvdt_pos_estfi * 2 + 01 = lvdt _pos_estfi * 2 + 0! * 00027245
delta = ega_ext_com’'i * 2 + 0! - ega_curr_extli * 2 + 07;
if (delta > ega_max_delta)
ega_curr_ext[i * 2 + 0! += ega_max_delta;
else 1f (delta < -ega_max_delta)
ega_curr_ext[i * 2 + 0! -= ega_max_delta;
else
ega_curr_ext[i * 2 + 0) = ega_ext_com’i * 2 + 07
I * check lvd: data */
for (1= 0; 0 < 2; i++) (¢
i€ ( fabs ! lvdt_pos_est i 2 + 0! - ega_curr_ext i * 2 + 0!
lvdt * sra_max delta )
ega_curr_ext-fi * 2 + 0! = lvédt pos est’i * 2 Ql;
J
if (ega_onoff _h) !
/* upcate state per command -- limi%t if necessary: '/
for (i =0;1 < 20i+. ) {
ega_ext_com'i * 2 + 1) = ega_ext_com[i ' 2 + 11 ° _0002724%;
lvdt_pos_est(i * 2 + 1] = lvdt_pos_est{i ' 2 + 1. 00027245
delta = ega_ext_com{i* 2 + 1! - ega_curr_ext [i* 2 + 11

o0l

if (delta > ega_max_delta)
. ega_curr_ext [ i ' 2 + 1] += ega_max_del *a;
if (delta < -ega_max_delta)

“2 41—

else
ega_curr_ext [ i ega_max_delta;

else

ega_model.c

eca_curr_ext ! i .2 + 11 ega_ext_Comli * 2 *

/* check lvdt data */
for (i = 0; i < 2; i++) [
if (faps ( lvdt_pos_est[i, 2 + 1!- ega_curr_ext.[j = 2 + 11}
> ndlvdt. ega_max_cdelta) .
ega_curr_ext[i ‘2 + 11 = lvdt _pos_est [ 1 * 2 + 175

A}
/* Kinematics */
ega_kinematics (mel_u_vec, me2_u_vec ) ;

/* Diagnostics */

if (model == 3 && diag_time- - > O
if (diag_flag == O (
if ( (f_ega = fopen(" /si m/tmp/ega_diags “, “w”) ) ==(FILE.1 N

printf ( "File Qpen Load Faiure for EGA diagnos tjcs\n*

3.
diag_flag = 1;

if (diag_level == 1 '! diag_level == 2 '' diag_level == 3) [
if (£_ega == (FILE *) NULL) {
printf ("OUTPUTS: mel_u_vec %12.6f %12.6f %12.6f\n
me2_u_vec %12.6f %12.6f %12.6f\n", mel_u_vec'0], mel_u_vecll], mel_u_vec!2]
me2_u_vec 0!, me2_u_vec(l), me2_u_vec!2!);
} else !
fprintf(f_ega, "OUTPUTS: mel_u_vec %12.6€ %12 K& 312
.BfA\n me2_u_vec %12.6f %12.6f %12 .6f\n", mel u_vec(?!, mel u_vec!l]!, mel u_
vec'2!, me2_u_vec 0!, me2_u_vec’l!, me2_u_vec 2!);
Yi
Y
if (diag_level . 2 ' diag_level == 3) [
if (f_ega == (FILE *) NULL) [
printf (“INPUTS: Est. Com: %12.6€ %12.6£f %12.6€ %12.6
£ \n LVDT:  %12.6f %12 . AFf %12.6f %12.6f\n", ega_ext_com!Q), ega_ext_com'l}), e
ga_ext_com[2], ega_ext_com’3], lvdt_pos_est!'0), lvdt_pos_est'l!, lvdt_pos_est'2], lv
dt_pos_est!31);
} else !
fprintf(f_ega, "INPUTS: Est, Com: %12.6£ %12 6f %12,

6f %12.6f \n %12.6f %12.6€f %12 .6f %22 6Kf\n", ega_ext_com{0l], ega_ext_c

LVDT:

om(l), ega_ext_com[2), ega_ext_com(3!, lvdt_pos_est’0}!, lvdt_pos_est!l], lvd:t_pos_es
t{2Y, lvdt_pos_estl3]);
P
¥
if (diag_level == 3) !
if (f_ega == (FILEe ) NULL) /
printf( "\n Internals: curr ext: %12.6f %12 .6f %12 . 4¢
$12.6f\n onoff_a %2d onoff b: %3d\n", ega_curr_ext 7)), ega_curr ext!11! e
£

ega_curr_ext 3! | £_a, ega_onof £_b);
I else {
fprintf ( f_ega,
onoff_a %3d onoff b:

ga_curyr_ext 2], ega_on o
“\ nInternals: curr ext:

$12.6£ 312 6f\n %3d\n" , ega_curr_ext [,

xt 1), ega_curr_ext "21 , ega_curr_ext "2, ega_onoff_a, ega_onoff _h);
(FILEe ) NULL) {
print £("End of Cyc le. Dbb_timetag = $f\n\n", bb_timetaqg)
) else { .
SPEAN ¢ f(£_ega, " End of Cycle bb_timetag = %£\n\n', bb_time
tag) ]
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Y for (1 = 0; 1 < 2; i++) {
if (diag_time . . 0 && model == 3) { for (3 = 0; 3 < 2; 3++) !
diag_%flag . 1; linmapfi! (3} = mtemplil(di];
if ( f_ega '= (FILEe ) NULL) { }
if (¢c1 ose(f_ega)'= O ! \
printf ( “Error closing Engine Gimbal Debug File \n") ; 12solve(linmap, ext, angle) ;
Y
) /* newton loop ‘1
if (diag_time < 0 &% model ‘'~ 3) zgi:ﬁ;ge:c(e), =0
diag_time = 0; while (convergence == 0 ) {

if (counter >ega_counter_max ) |

v il? ! AN
ega_kinenatics (mel_u_vec, me2_u_vec ) printf ( "aaaaack' eganodel : kinemarics bar f=d" |
d_rea !l mel_u_vec'', me2_u_vec! ;
1 o 00
/> convergence = 1;
* local: 3
/* calculate extension and matrix of partials */
v exte (2) “cal cul ated” nornalized extensions ega_extens ion (angle, extc, big_g, rea) ;
vext_err ((2) normalized extension error
, angle_ step(2) newton step |” evaluate extension error */
‘big_g(2 ,2) matrices of partials for (i = Q 0 <2; j+4)!
' angl e(2) gimbal angles ext_err'il! = ext(i! - extc (i}
' rate (2) cutput gimbal rates (rad/s) i
, accel (2) output gimbal accels (rad/ s/s)
* ext (2) n orma lized extensions ext_err_norm . SQrt (p ocwlex t_err [0], 2 ) +
* ext_dot (2 normal i zed extension rates pow(ext_err’ll, 2.)):
ext_dot_dot (2 nornmal i zed extension accels
mtemp{ 2, 3) temporary matrix /.test convergence * /
, linmap(2 ,2) and vtemp!2}) tenporary vectors if (ex%t_err_norm . ega_err_tol!!
* 1,3,k misc counters convergence = 1;
* convergence convergence £flag }
' counter counter for new-on iterations i£ (convergence |
‘oel,c2, 8, @2 trig fun ct ions /* solve for newton step */
. rdld2 trans matrix 12solve(big_g, ext_err, angle_ step) ;
* geom thrust unit vector in engine coords
, me_str remp trans formati on matrix /* rake newton step */
. for (i = 0; 1 < 2; i++) !
anglefi' = angle! ;
d_real extc’ 2!, ext_err 121, ang le_step’2!, angle ‘2!, ex: 2., ext_err_no
m,
cl, c2, sl, 52, geom 12]; counter = cocunter . 1 ;
d_real big g2 2}, mtempf2! [3], linmap!272?, £3424213)73), me_str’3) 13 )
)N ) /* end of newton loop */
int rea, i, i, convergence, counter; if (model == 3 && diag_time > 0 && diag_level == 3 && diag_flag == 0
y oL
/| ‘' REA loop - thrust vector for each REA™*/ if ({(f_ega = fopen!"/sim/tmp/ega_diags", "w")) == (FILZ *) N
for (rea = O rea < 2; rea++){ ULL) L
printf("File Open Failure for EGA diagnosticsin”);
| * deconpose extension data and normalize; Y
for (1 =0; 3 < 2; i++) diag_£flag = 1;
#1f£ 0 i€ (f_ega == (FILE *) NULL} [
ext!il . ega_curr_ex tlrea ' 2 + 1]/ ega_null_length; printf(°"REA: %33 Angle0: %12.6f Anglel:%12.6f\n", r
tendi € ea, angle[0], angle!ll);
= ega_curr_ext [ i * 2  real /ega_null_length; } else

fprint€(f_ega, "REA: %3d Angle0: %12.6f Anglel:%12.
5f\n", rea, angle'0!, anglelll);
/* initialize guess from inverting linear map */ 3
for (i = 0; 1 < 2; i++) {
cross(mtemp (i), u_jointfreal!'il, p_jointirea!'i});

Y.

b
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/.compute ME thrust unit vector given solution for angles */

/* €irst compute the null_to_rotated transform */
sl = sin{angle’C));

¢l = cosfanglel0));

s2 = sin(angle(l]);

c2 = cosf{angle(l]l});
£d1d2{0! 0] = c2;
£d1d210? 111 = s1 * s2;
£d1d2(0! 2] = -cl * s2;
td1d2(11 101 = 0.0;
£dld211'[1]) = c1;
£dld2[111[2! = s1;
tdld2 (2] (0] = s2;
£d1d2([2! 1) = -s1 * c2;
£d1d21[2112) = ¢l * c2;
geom[Q} = 0.0;
geom’1) = 0.0

geom 2 = -1.0;

/* compute ul

vector in spacecraft coordinates */

if (rea 0) ¢
times_33matli3mattran{me_str, mel _null_ *trans, +dld2
times_33mat3vec(mel_u_vec, me_str, ceom);
! else !
times_23mat33mattran(me_str, me2 _null_trans, £dld2
times_33matldvec (me2_u_vec, me_str, geom);
/*end of rea loop ‘/
void
ega_extensioniangle, ext, bhig_ g, rea)
d_real *angle, *ex*;
d_real big_gf212;
int rea;
Ix
* In: anglef2!: engine gimbal angles (rad)
* Duk: ext[2]: normalized ega extensions big_gf2!72}: partial
* derivative matrix rea: number 0f the engine assembly under
* consideration
*/
i
/ﬂa
“ local:
‘sl sin of angle(l) cl cos

of angle(l) s2
* angle(2)

.al pha(2)
‘ derivatives h(2, 2,2)
. stempl->2
.mtempl->4 (3,3}

u_j oint gamma (3, 2}
* gammat (3,3)
* ganma dgammac (2, 3, 3)
isc counters

sin of angle(2) c2 os of

intermedi ate 9(2,2) alpha
second alpha derivatives

tenporary scal ars vtempl (3) ary vector
temporary matrices pmj (2,3) _join t -

identity minus rotation matrix
garma transpose dgamma (2 , 3,2 ) erivative of
dgamra transpose i, -, k

ega_model.c

p2[3113]

d_real sl, cl, s2, c2, alphaf2], stempl, stemp2, vtempl!3];
int i,
d_real gamma_local'3] (3], gammat (372}, g(2)12!, mtempl[3'!3],
'

mtemp2 721731 pm3i 21727, dgammal2?[31 1271,
sl = sin(angle(0)); /* trig functions */
cl = cos{angle{0]);

s2 = sin(angle(1l]);

c2 = cos({anglell]);

gamma_locall0) (0! = 1. - ¢2; /* form gamma and its derivatives
gamma_l ocall01[1] = -sl ‘' s2;

gamma_l ocal [0] [2) = ¢l * 52;

gamma_l ocalll]) (0] = 0.
gamma_1 ocalfl] [1) =1 cl;
gamma_l ocalfl] 2! = -sl
gamma_localf2][0) = -s2
gamma_localf2! [1) = g1 * ¢c2
gamma_local(2] (2] . 1 - £1.€2;
dgamma [0] [Q1 [0} = O.;
dgamma {0} {0} [1! = -cl * s2;
dgamma [0] (01 (2} = -s1 * s2;
dgamma (0] [2170! = 2. ;
dgammal0} [11711] = sl1;
dgamma 0! (2172) = -cl;
dgamma 0112170} = 0.
dgamma 0} 12171 = ¢l * ;
dgamma 0! 121721 = sl * c2;
dgammalll (0110 = s52;
dgamma (1] 701 11) = -sl * ¢2;
dgamma (11 012} = cl * c2;
dgamma ‘1! 1110 = O
dgamma’l) 111 = 0. ;
dgammafl] (1272 = 0. ;
dgamma 1! 27010 = -c2;
dgammafll 211 = -s1 * g2,
dgamma 1] {212 = cl * 2.

/* calculate the alpha’s */

rrancspose_22mat (gammat, gamma_local);

for (1 = 0; 1 < 2; i++) (
times_23matl3vec(vtempl, gammat, p_Jointlrea Til);
minus_2vec(pmilil, p_joint real i), u_dnint yealfil):
stempl = dot3(vtempl, pmjfil);
stemp2 = dotl3{(vtempl, vtempl);
alphali) = -stempl + 0.5 * stemp2;

/* extensions */

for (i =0;1 < 2; i++) !
ex- i) = sgrt (1. + 2. , alpha fi}}) - 1.;

/* calculate derivative matrices */

*geta */
or (I = 0; j < 2;
transpose_33mat (dgammat ' i

Ph o~
"

j¢4) !
o, dgamma ! 1),

*/

mtem

dgammat 2112 137;
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gyro_model.c

£ gyro, %12.6°¢

[

sens_rate

bb_timetag = %f\n\n", bb_timetag):

"\ nEnd of Cycle. bb_timetag = %f\n\n", bb_

ose(f_gyro) '= 0) |

sens_rate 0! dot2 (rate, cyro_sens_al) ; I else {
sens_ra tefl) = dot3 (rate, c¢yro_sens_al) ; fprintf (
sens_ra tel2! dot2 (rate, Qyro_ sens_al),; %12.6% \n", sens_rate’i), quan t_rem ainder 'i
sens_rate [3]1 = dot3 (rate, ¢yro_sens_ad) ; I
sens_rate [41 = dot3 (rate, gyro_ sens_bl) ; Y5
sens_ra te [5] = dot3 (rate, gyro_sens_ b2 ) ; i€ (f_gyro (FILE *) NU L) !
sens_rate [6] = dot3 (rate, QYro_ sens_bl) ; printf£( "\ nEnd of Cycle.
sens_ratel7)! = dot3 (rate, ogyro_sens_bi! Voelse (
fprintf ( f_gyr Q
/*loss Less quant */ metag) |
for (i = 0;1i< 9 1i++){ }
gyr o_bias_real = sens_rate [ 1!/ gyro_ rate_quant Y
+ quant_remainder [i};
quant_remainder 1] modf {gyrc_bias_real , &gyr o _bias_wh ole); i€ (diag_time == O && model == 41 1
gyro_bias [i] = ( in%) gyro_bias_whole; diag_flag = O
} i€ (£_gyro ' = (FILE *) NULL} /
if
overwite with zeros if off */

cyro_onoff_a )
for (I = Q 1 < g; i++)
cyr o_bias il = 0;
gyro_cnoff b))
for (i = 4

I’ f

Di agnosti cs

inc£("%12.6cd\n",

prin £Z( " Error closing Gyroscope Diagnos tic Filet!\n

=2 '! diag_level == 3) !
Yoo

oBiases:\n");

ise)

gyro_bias’il);

“GyroBiases:\n"):
i+4)

fprintf(f gyro, "%12 .6d\n", gyro_bias i!) ;

fprintf (¢ gyro,"Rates %12.6% 31

Y7
if diag_level
LE %)
Y
0; 1 < 2;
pr
)
printf("\n");
I else
forintf ( f_gyro,
for (i = 0; i <
fprintf ( f_gyre, "\
Y
Y
if (diag_level 2 ‘' diag_level
if (f_gyro == (FILE *}
printf(“"Rates:
21, rate'21);
I else {
01, rate!l], rate(2]) ;
)

J

if (diag_level ==

3) ¢

Sf (£ gyro == (FILE *)
for (i = 0; 1%
print

£\n ", sens_rate (i), quani_rerainder fi! ) ;

)

™

3y !
{

)
LAE $12.6F %12.6f\n\n", rate‘0], rate’

.AE %12 .6f\n\n", rate’

%$12.6f gquant_remainder %12 .6

e

cuant_vema inder

5

)
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Sk Ak extern struct assem_board card({ 5] ;

* r_wheel *

o T e tendif
voi d RWX_power_on () ;
| “° DESCRIPTION
$Id: rw. c,v 1.27 1997/ 01/2723:02:53i+s1Exp$
Thisfile contains the sinulation for the CASSINI reaction wheels for use /** STRUCTURE definitions **/

ig the Integration and Test Laboratory.
LI /* RTIOU Regist ors */
struct RWA_reg {

/** R EVISION H STORY: int power;
23 June 95: Jason Bunn Creation char reg 0lwr; /* dummy write to enable torw CMD “ /
23 June - 5 July: Jason Bunn Initial Devel opmen & char regQ4wr; /* load mux control reg */
10 July: Ja son Bunn Added Power Model and Integration Coefficients char regléwr; /* Torque CMD * /
14 July: Jason Bunn Began adding interface nodul es char reg02rd; /“ Dummy read to load tach reg * /
21 July: Jason Bunn delivered code to J. Roberts for integration char reg03rd; /* Upp er byte of tach reg */
7 August: Recent Updates : char reg04rd; /* Lower byte of tach reg “/
‘ Tachonet er Model Corrected char reg05rd; /* A/D Converter * |
Bugs fixed to facilitate Integration char reg N4rd; /* Torque CMD wrap-around */
Expanded to four reaction wheels char reg07rd; /* Time out Test '/
27 August 96  Changed %o new power model Y
changed tachoneter function declaration %o short
Changed derivation of scale factor from .1755 /128 «c .1755 /127 struct RWAParam_s (
30 August 96: Coded sw itch from copies to arrays double cog_amp;
20 September 96: Added code to simulate RTIQU reset double cog_phi ;
24 September 96: Added Dahl state friciton limiter and changed scale factor double dahl_amp;
to reflect latest change as per FSC #423, FSW AS5.2.0 double dahl_ang;
15 October 956: Implemented separate current scale factors per FSC #4500, FSW AS5.2.0 double dyn_amp;
>/ double dyn_phi ;
. double int_stp_size;
/** INPUTS FOR EACH WH double max_mer_torg;
Information from the r double phases;
s double poles;
double rate_ cutoff;
/** QUTPUTS FCR EACH double rate_ cuton;
Current state of the reaction wheel, including current, *tach double rip_amp;
output and read bhack commanded torque. double rip_phi
b double slots;
double stat_amp;
double stat_phi;
/ '* OPERATION: int tg wrd_bts
At the start of a loop, the simul at ion checks <o see if power is on. If, so int tach_magrne %< |
the commanded torque is read and added to the state. If not, the commanded double tach_pos_guant;
torque register is not read. wWhen power is first supplied, the registers are couble Vi sc_amp;
cleared to zero. The state is then propagated :in time, followed double wheel_inert ia;
by an output stat e where the current state variables of interest are passed double curren t_scale_factor;
to the registers. The register file communicates with the RTIOU and passes [
the data to the AACS bus through t!h2RTIOU when necessary. LooOpSs occur cog_amp -Description: Reluctance cogging torque amplitude
every 62.5 ms. Cnits ! Nm
v cog_phi ~Necarint ipn- Relucrtance cogging torgque phace
Units @ rad
dahl_amp -Descripti on: Coulomb level for Dahl model of bearing
#include <math. h> drag torque
#include <stdio h> Units N
#include * serverDemo h" dahl_ang -Description: Amplitude of bhearing rotation required €for +
#i fndef SUN he
#include "vme_addresses h*" Dahl model of bearing drag torque *o reach 9
#include "assembly. h" L3 .
of its final value (Coulomb level)
extern int peexé () ; dyn_amp -Description: Amplitude for dynmaic torques due to yheel
extern int poked () ; products of inertia
extern char *assem_rwxl ; Units @ Nm/ (rad/sec)"2
extern char e assem nvx2; dyn_phi -Description: Phase angle for dynamic torqgues due tg wheel
extern char e assem W3 ; products of inertia

extern char *assem_rwxd ; Units: rad
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: * *
. 16:12:51 r'w.c
int_stp_size -Description. Numerical integration step Size are set o zero.
Units sec Units rad/sec
max_mtr_t org -Description: Motor torgue limit w—sd—cutoff -Description: Angular rate at which the commutation ripple
Cnits @ Nm corcue frequency reaches the Nyguist samplin
phases -Description: Number of motor phases 9
Units @ None freguency. At this point , cogging torques
poles -Description: Number of motor poles (2*#¥poles pairs) would be aliased in the sinulation, so chey
Units. None are set to zero
rate_ cut off -Description: RWA rate at which the motor disables notor Units: rad/ sec
torque. A safty feature to prevent RWA damage "
due to overspeed.
Uniss : rad/sec
rate_ cut On -Description: RWA rate at which the motor re-enables motor Y;
torque once it has been shutdown due to an
overspeed condition. /* State Vector and State Derivative */
Un its: rad/sec
I ip_amp -Description: Commut ation ripple torgue phase struct wheel_ state!
Inits, rad double posi tion; /' Position of wheel */
slots -Description: Number of nmotor W nding slots doubl e rate; /* Angul ar Vel ocity of wheele/
Units None double dahl; /* dahl friction term */
stat_ amp -Description: Amplitude for static forces due to wheel Vs
center of nass offset from spin axis
Units @ N/ (rad/sec)"2 struct wheel_ deriv {
stat_ph i -Description: Phase angle for static forces due to wheel doubl e posd; /* Position Derivative {(Angular Velocity) */
center of mass offset from spin axis doubl e rated; /* Angular Velocity Deviv. (Angular
Units: rad Accel eration) ‘1
tach_magne *s The number of magnets in the tachometer. (At least 2 double dahld; /* Dahl friction term rate of change '/
are required) A double variable. Unitless Y
tguwdbht§ -Description: Motor torque word lencght struct RWAParam_s rwa_model'4 | ;
Units , bits
Vi sc_amp -Rescript ion.: Viscous fritction torque for bearing
T oites Nm/ frad/sec} struct RWA reqg rwa_reg'dl;
/* derivied */ struct wheel_state stateld];
double cog_freq;
double dahl_sig;
double rip_ freq; struct wheel_state temp_state_1747,
doubl e torg const;
doubl e w_cog_cutoff
doubl e w_rip_cutof £; struct wheel_ s-ate temp_state_214);
doubl e w_sd_cut off |
VA struct wheel state temp_sta-e_3[4!;
cog_freg -Description: Reluctance €09ging torque” frequency”
Jnit cycles/rad
dahl_sig -Description: Dhal rest slope (change in friction torgque struct wheel deriv statedl[4];
per change in bearing angle at torque=0 struct wheel _deriv stated2(4!;
point} for Dahl model of hearing drag “nrbme struct wh eel der iv ctatedld4l;
Units @ Nm/rad struct wheel _deriv stated4(4];
rip_freq -Description: Comut ation ripple torque " frequency"
Jnits , cycles /rad /** Global Variables **/
torg const -Description: Mot or torque resolution
Units @ Nm per bit double dt = 0.0625;
w_cog_cutoff -Description: Angular rate at which the reluctance cocgging
torque freguency reaches the Nyguist sampling double coef_1 = 0.5;
frequency. At this point, cogging torques double coef_2 = 0.5;
would be ali ased in the sinmulation, so they double coef 3 = 1;
are set to zero double coef_4 = 0. 166667,
Units . rad/sec doubl e coef_5 = 0.333333;
w_rip_cutoff -Description: Angul ar rate at which the commutati on ripple double coef_6 = 0.233333;
torque frequency reaches the Nyquist sanpling double coef_7 = 0.1656667;
frequency. At this point, cogaging torques
woul d be aliased@ in the simulation, so they double fractional _prev_tach [4!;



970131

doubl e overspeed 4] ; fscanf (fp, "%1f", &rwp->dyn_amp) ;
double nxt_overspeed [ 47 fscanf(fp, "$1f" | &rwp->dyn_phi) ;
double power {41 ; fscanf ( fp, “$1E", &rwp->in t_s tp_size);
double torq wordi{d! ; fscanf (fp, "$%$1f", &rwp->max_mtr_to rqg) ;
double torque 4] ; fscanf (fp, "$1£" | &rwp->phases) ;
short tach [4}; fscanf (fp, £* , &rwp->poles) ;
short old_tach_output (4] ; fscanf (fp, "%1f", &rwp->rate_cutoff) ;
short tach_output 41 ; fscanf(fp, "%1f", &rwp->rate_cut on);
int rw_init [4]; fscanf (fp, "$2f" |, &rwp->rip_amp) ;
char e assem ruwx[ 4! ; fscanf(fp, "$1f" , &rwp->rip_phi) ;
fscanf (fp, “$1£" | &rwp->sl ots) ;
int rwa_£flagf4) = (0, 0, 0, Q}; fscanf(fp, "$1f" | &rwp->stat_amp) ;
fscanf(fp, "%1f" | &rwp->stat_phi) ;
fscanfy fp, "%d* , &rwp->tg_wrd_bts) ;
fscanf ( fp, "$1£", &rwp->visc_amp);
| “* FUNCT IONS *#*/ fscanf (fp, "%4" , &rwp->tach_magne *s) ;
#i fdef SUN fscanf(fp, "%1f", &rwp->wheel_iner tia),;
char fscanf(fp, "%1f", &rwp->current_sca _e_fact or) ;
peek8 (char ‘x) fcloselfp) s
Y
return ‘X;
}:
char
poke8{(char ‘X, char ¢} void
RWY_power_off strut: RWA_reg.rwp, char *ass er_base )
*x o= oC;
return c; /' Set commanded torque to zero and power to off./
rwp->reqg 0éwr = 0;
#endif rwp->power . O
/* O ear RAM so that power on functions smcothly ‘/
/* dsign */ poke 2(assem_base + 2*1+1,0});
double pokeR lassem_bhase + 2 .2 + 1,0} ;
dsign( pokef (assem_base + 2 * 3 + 1,0) ;
double a, pokef (assem_base + 2 * 4+1,0) ;
double h) pokef (assem_base + 2 ' 5+ 1,0);
poke® (assem_base + 2 ' 6+ 1,0) ;
if (b »>= 0) pokef (assem_base + 2 * 7 +1,0) ;

return fabs! (float) a) : .,
return -fabs( (float) a) ;
I /* Read informa“tion from registers */

void
waﬁge:byte(struct RWA_reg * rwp, char *assem_base, short *tach)
/* Initial Parameters */
void int X:
R WA_load_def {rwp, i ) VAN
str uct RWAParam_s *rup ; x= peek 8 (assem_base . 2 .Poweronregister+l);
int i s/
% . read_ rwa_power (assem_base) ;
FILE oip; 1f (y == 1YV 1 /* Is powery on? */
char *a; if (rwp->power == 0) r /* If power is on, isS it a POR » */
if£ (i = 0) RWX_power_on ( rwp, Lath) ;
a . " /sim/dynami cs/rw_param s_l “ ):
1f (i = 1) | * get Torque Enable Command * /
a =" /sim/dynam ics/rw_params_2" ; TWO->Teg plwr = peek® (assem_base + 2 *+ 1 + 1) ;
if (i =2 I’ get 2 ' s complement Torque Command * |
a = “/sim/éynam ics/rw_params_2 “ ; rwp->reglfwr = peek?® (assem base + 2 ' 5 + 1) ;
i€ (i 3) )} else ¢
a = " /sim/dynami cs/rw_params_4" ; RWX_powe r_cf £ ( rwp, assem_base ) ;
Yi
if ((fp = fopen (@, *r"))'= NULL} ( );

fscanf (fp, "%1£f", &rwp->cog_amp) ;

fscanf (fp, "$1£" , &rwp->c og_phi) ; /*h'rice information to registers +/

fscanf (fp, "%1£", sarwp->dah 1_amp) ; void

fscanf (fp, "%1f *, &rwp->dahl_ang) ; RWX_putbyte ( struct RWA_reg.rwp, Char e asse.mbase )
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double e pto Eal)

/** echo Torque command back to FsSw [

pokeR (assem_base + 2 ' 6 + 1, rwp->regl6xd) ; @doc@ @Gname rwa_pwr
Asem sim card uses a RAM, therefore, we do not want =o overwite new @doc@ @lisc This subroutine calculates “he power usage for a single reaction
rorque information. **/ @doc@ @i sc wheel based on wheel speed and applied -orque values

@doc@ @returns Ptotal

/* A/D Converter info */ @doc@ @reg model the analog portion of the reaction wheel

poke8{assem_base + 2 ' 5 + 1, rwp->reg05xd) ; o’

/* Upper Byte of Tachometer oOutput */

pokeB (assem_base + 2 ' 3 + 1, rwp->reg03rd) ; AN

.Inputs : rw_rate - wheel rate (rad/see) mtr_tg - torque from motor (Nm)

/* Lower Byte of
pokef (assem_base

/*Dummy read to
pokeR (assem_base

Tachonet er Output */

+ 2 *4 4+ 1, rwp->reg 04rd) ;

load tach register */

+ 2 *2 + 1, rwp->regQ2rd) ;

/* Time out Test */

pokeR (assem_base

1" Pahl Friction */

+ 2 *7 + 1, rwp->reqg07rd) ;

/* Adpopted from Matt Wette's Code */

* This routine models the analog portion of the Cassini

* Assembly (RWA) Dahl £friction model.

* The routine accepts

* torque. I
* friction ¢

LN
double

sl
orque.

RWA_dahl ( struct RWAParam_s.rwp,

struct wheel g¢

/* angle rate fromadyn (

ate * state, /I’
rad/see) ‘/

/* Dahl! fric from dahl-model (Nm) * /

double fric_do %)

the current value 0f the RWA bearing angle,
* velocity, and the current value of the Dah! model bearing and friction
“hen returns the time derivative of the Dahl model bearing

gimbal angle from dyn (rad) +/

/* time deriv of dahl fric (Nm/s) “1

Reaction Wheel

bearing

*

* Outputs: Ptotal — Total power usage (Watt s}
*

.

/ * Based on Appenix to CAB dated 11-94 changed on 5-24-96 by L .Montanez */

/** New nodel based on Model Validation Team input 8/9/9%
.gwanged 9/27/96 by . Bunn

double cOPower, clPower, C2Power, c3 Power, c4Power;
cCPower 9. 4999355; /* Warts */
cl Power = 60.4512337; /* Watts/ (N-m)e
c2Power . 1,03 54894, /* watts/ (N-m) per rad/sece
c3Power = 0.00280 60; /* Watts/ (rad/sec */
c4Power = 4. 00; /* Watts */
if (mtr_tqg < 0.0)
*protal = (c0Power + (clPower * fabsimtr_tqg)) -
[c3Power + c2Power * fabsimtr_tg)) * rw_rate);
else
r_tg) +

*ptotal = (cOPower + {(clPower * mt )
{c3Power + c2Power * mtr_tq) * rw_rate);
if f(*prtotal < 0.0)
*protal =
else
*ptotal +. ¢4 Power;

double dahl_fric_lim; void
double dtorg cangl e; RWA_ana(
double L oenp; struct RWAParam_s , rwp,

/* Conpute the time derivative of the Dahl bearing torque : */
if (fabs{state->dahl) >= (rwp->dahl_amp) ) ’

dahl_fric_lim = dsign{ (rwp->dahl_amp) ,

} else ¢

dahl_fric_linm

state ->dahl

double
struce
double
double
double
double

rorqg word,
whe el_state
*ovr_spd_f£ la,
*torg,

*poweT

*nxt_o_s_f)

state,

J

temp = 1.0 + dsign(l. 0, state ->rate) * dahl_fric_lim / (rwp->dahl_amp) ;
dtorqg dangle . -{rwp->dahl_sig) ' dsign{(l .0, temp) ‘' fabs(temp):
(fric_dot) = state ->rate , dtorg dangle;

return ( fric_dot) ;

/* Power Model Current = Power | 30 Volts */
void
rwa_pwr (

doubl e rw_rate,

doubl € mtr_tqa,

s
@doc@ @name R WA_ana

@doc@ @lisc This routine accepts the current value of the RWA -orque cmg,
@doc@ @disc bearing angle, bearing velocity, and the current viaue of che
@doc@ @i sc Dahl model bearing friction torgue and overspeed flag

@doc@ @returns torg, stat _forcel, stat _force2, dyn_tor quel, dyn_torque2, power
@doc@ Qreturns nxt_o_s_§£

@Aoc@ @functions_called fabs, rwa_pwr

Qdoc@ freqg model the analog portion of the reaction wheel

..

double cogging_t org;
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state ->dahl = O Q

voi d
stated_ini t (s truct wheel _deriv ' stated)
(
stated->posd = O 0;
stated-> >rated =
stated- >dahld =

[>Ne)

0:
K
}

#ifdef OLD

doubl e

tachometer {struct RWAParam_s * rwa_model, struct wheel _state * state, short *old_ tach_ou
tput, short *tach_ output )

{

double tach_ quan &;
doubl e inc_tach_output;

*old_ tach_output * tach_output ;
tach_quant = 2 0 ' 3 141592654 /| rwa_model ->tach_magnets;
inc_tach_outpu £ = (stat e->rate s tach_gquant) - *o l1d_tach_ou “put;
*tach_output . ® old_cach_ou:p,Jt inc_rach_cutpit
return ( inc_tach_output ) ;

1.

#erdi £

short

tachometer{struct RWAParam_ s * rwa_model, st ruct wheel_s*ate * state, double *fractional
_prev_tach)

{

double real_tach;
double ideal_tach;
double tach_quant;
tach_quant . 2 0 ' 3.141592654 /| rwa_model ->tach_magne*s;

ideal _tach . (sta te-»ra‘te |/ tach_quant)* .125;
real _tach = ideal _tach *fracti onal_prev_ta Ch;
*fracti onal _prev_tach = real_*ach - (in%) real _*tach;

return ( (short) real _tach);

void

Output(struct RWA_reg * rwa_reg, struct RWAParam_s * rwa_model, struct wheel _state * sta
te, double *power, short *tach, double *fractional_prev_tach)

.

shore temp_tach;
short overt ach;
short under tach;
double current;

current = ( (*power / 30.0) / (rwa_model ->current_sca le_fac tcr) ) + 12R.0;
rwa_reg->reg05rd . current;
rwa_reg->reg C 6rd . rwa_reg->reg O fwr;
etach . tachome terf{rwa_model , sta%te, frac-i onal _prev_tach) ;
temp_tach . *tach;
overtach = Q
undertach = Q
i€ (*tach > 2047)
overtach = 0x8000;
if (*tach < -2048)
undertach = 0x4000;
temp_tach = ( *tach & OxFFF) | overtach undertach;
rwa_reg->reg03rd . (temp_tach >> 8 & 0OxFF) ;
rwa_reg->reg04rd = (temp_tach & OxFF) ;

rwa_reg->reg02rd = {0 xXFFFF & Ox7F) ;
rwa_rec->reg 07xd = (0 xFF) ;
1.

#ifdef guy

char assem _rwxl OxfEE £1
char asser_rwx2 [Ox£E£EY
char assem_rwx3 [OxE££££)
char assem_rwxd (Oxff ££7 ;
#endi £
int
read_ rwa_power ( base)
char *hase
!
int power, pwr_status;

pwr_status . peek8 (base + (0xB000 + 1)) ;
power = O
if ( (pwr_status & 9x04) == 0x04)

power . 1;

return (power! ;

int i

for (1 = 0; 1 < 4; i++4)(
/* Initialize */
fraction al _prev_tach i) =0C.0;
overspeed’il = O
nxt_overspeed [ i !=10;
powerl(i). O
torq wordflil! . 0;

corgue [i) . O
tach i) . o;
old_tach_outpu~ [
tach_output i’
rw_init [i) = 0O;

/+ Reset registers tozero and clear any accumulators
RWA_load_def (&rwa_model ! i), i ) ;

R WA_upd_params ( &rwa_model i) ;

RWX_load_def (&rwa_rec | i 1, &tach i) ;

/* Initialize state and derivitive Structurese |
state_ initigstate’il) ;

state_ ini t(&temp_state_1Til) ;

staze_ init (&temp_state_2 ! )
state_ initligtemp_s tate_3 "i1) ;

stated_ ini t{&stated! [i!
stated_init (&stated2 [i!
stated_ init(&stated3 [i]
stated_ini % {&statedd 1]

)
) s
)

)

4

rw_inis [i) = 1;

assem_rwx![0! = assem_rwxl;

*/
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= assem_rwx2 ;

assem_rwx (1]
| assem_rwx32 ;

assem_rwx [2

I'w.C

assem_rwx (3! = assem_rwx4;
return O
b
int
rwa_loop ()
s
int i;
for (i = O 1< 4; i+s+)1
| .Read Rex isters ‘/
RWX_getbyte (krwa_reg | i |, assem_rwx [i], &tach (]!
if (rw_initli! == O
return 0;
if ((rwa zeali].reg Olwr '= O && (rwa_flag 'i) == 1))
rwa_flagfil!. 2 ;
else if | (rwa_regli!.reg Qlwr '= 0) & (rwa_flag’i] == 2!
rwa_ flag 1] = 0;
else 1€ ((rwa_reglil. reg 2 lwr '= 0) && (rwa_flagli) == 0
pokeflassem_rwx [i] + 2 * 6 + 1, 0);
rwa_req ‘1) regléwr = (0 ;
== { && rwa_reg i ! .power == 11 |
rwa_%flagli! = 1;
poked {assem_rwx[il + 2 * 2 + 1, OxXFF) ;
Y
/* Compute Torque Word */
if (rwa_regli! . regléwr > rwa_modelli) . max_mtr_%“org / rwa_model il .*org c
onse)

torg word'i! = dsign(rwa_model (i !.max _mtr_torg / rwa_nodel ‘i

fi).reglswr);

/* Propagate State */

iables

/*

* 4th order numerical integration. Time step = dt = 0.0625
* seconds. Caculates the next values of the sta%te var

*/

rwa_deriv (&statelil,

speed " 1] ,
&rwa_model[i], &torquelil, spower i} )
temp_s tate_l1 (i} .position = stateli' .position + coef_1 "' dt
posgd;
temp_state_l ‘i) rate = stateli).ra te + coef_1 * dt '
temp_state_1 (i} .dahl = sta teli’ .dahl + coef_2 . gt , statedl’i
rwa_der iv(&temp_s*ta te_17i 1, torg wordfi!, &stated2'il,
xt_overspeed [ 1!,
&rwa_moce 113, &torque , &power i) ;
temp_sta te_2 [i) position = ] position coef 2 *
posd;
temp_state_2 (i)l rate = state (i) rate + coef_2 ' 4t ' stated2 i
temp_state_2 [1) .dahl state 1] .dahl + coef_2 * @t * stated2 i
rwa_deriv (stemp_state_2 (i ], torg word[Z), &stated3 | | | &overspeed [
xt_overspeed [ 1 !,
&rwa_model [i], &torgue [i], &powerfil) ;

terg word [11, &statedl fi], &cverspeed [1i]

Loverspeed! i},

dt. stated2

B

statedl [i] rated;
.dahld;

&

<o

&nxt_over

ti?

! rated;

temp_state_37il.pos it on = statefi] position + coef_3 ‘' dt.stated3
i) .posd;

remp_state_37il. rate = state 'i].rate + coef_23 ' dt.sta tedl i! .ra ke
d;

temp_state_3'i).dahl = statefi).dahl + coef_3 * At * stated2!i).dahl
s

rwa_deriv (& temp_state _3{i!, ‘tergword [i] , &statedd4 i 1, &over speed! il

&nxt_overspeedl[i| ,

&rwa_model fil | &torcue(i], &power(il)l;

stateli) .position += dt * (coef_4 ' statedl [i] .posd + coef 5 * gstate

d21i] .posd +

coef_6 * sta ted2 1! .posd + coef_7.statedd Ii! .posd):

state rilrate += dt *

(coef_4.statedl [i

[N

rated +
coef_6 * stated2lilrated + coef_7 * sta tedd i) rated)
state’i] .dahl += At * (coef_4 ' statedl (i) .dahld + coef_ 5"
il .dahld +
coef_ 6 * staredld i) . dahld + coef_7 *
/* Dahl Model Friction Limiter */

if (fabs(state’i!.dahl) »>= (rwa_modelfi}.dahl_amp))
1
J

/* Output Registers */

Qutput(&rwa_reg’i’, &rwa_model i}, &statelil,
fractional prev_tach [i!)

if (card ri+2] .assem_write_ok '= 0) {
RWX_putbyte ( &rwa_regfii, assem_rwx(il);
card!i+2). assem_write_done = -1;

¥

1
return 0;

rated + coef_ 5 * statedl [

statedd il .dahld);

sta ted2 !

.dahl = dsion({rwa_model!i! . dahl amp,statelil.dahl);
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/* rw_model C */
/* cassini itl reaction wheel model */ int i
/* for the d_real typedef */ /* namelist paraneters */
#include "types-darts h" rw_dt = 0.125;
/* for PI */ rw_wheel Inertia = 0.15146;
#include "generic- darts .h" rw_num_magnets = 24, ;
rw_visc_amp = 1.14 fe-4;
/* standard */ rw_rate_est_Wn =01 ; /* in Hz */
#include <string. h> rw_cont_Wn = O 01; /* in Hz */
max_mtr_trg = O 17399;
/* local “/ trg wrd_bits = 8;
#include “ rw_model h*
. . /* derived paraneters ‘/
¢+ Diagnostics trqg scale_fact or . max_mtr_trg / (1l << ( (unsigned int) ¢
extern int nodel ):
extern int diag_*time; rw_tach_sca le_factor = 2 “ PI | rw_num_magnets;
extern int diag_level ; rw_lowPassGain2 = exp(~ (2. * Pl.rw_rate_est_Wn) * rw_dt ) ;
extern FILE Yfrwa; rw_lowPass Gainl = 1 - rw_lowPass Gain2 ;
extern int diag_flag; . rw_kp = 2. ° 0.707 .(2 * PI * rw_cont_Wn) * rw_wheel Inertia;
extern ¢_real bb_timetag; rw_ ki = pom( (2 * PI.rw_cont_Wn) , 2 ) .rw_wheel Inertia;
/* namelist data */ /*initialize */
d_real rw_num_ragnets, rw_ra t €_eS t_Wn, rw_c¢ on%_Wn, rw_whee 1 Inert i a, rw_v i sc_amp for (i = 0,1 <4 i1+4)¢
tach_ t_tag_save 'i! = O;
rw_ct, max_mtr_trg, trg wrd_bi rw_rate_est "1l =10
rw_drag_tqg est ' i 1=10;
/* derived parameters (ini%t) */ old_tach_out (1] = O
d_real rw_tach_scale_factor, rw_lowPassGain2, rw_lowPassGainl, rw_kp, old_trg comfil! — 0;
rw_ki, trg scale_factor;, last_pwr (i) = C
/* local to model */
d_real tach_*t_tag_save!4!, rw_rate_est 4!, rw_drag_%tqg_esti4}; /* default wheels on */
d_real old_trg coml4!? for (i = 0; 1 < 4; i++)
int rwa_onoff4', old_tach_out!4!, last_pwr'4!; rwa_oncffri! = 1;
/** CHANGE LOG: **/
/** Modification 29 July 96 by J. Bunn: void
Changed onoff to rwa_onoff o avoid conflict with other models rw_onoff (onoff_scr)
Changed wheel interia to 0.16146 o match rw_params files char onoff strfl;
Changed number of magnets *to 24 to match rw_params files
Added scale factor to convert from dn £o torque in rw_model.c if ('stremplonoff_str, "rwl on"))
e/ rwa_onoff1 0! = 1;
) i€ ( tstremplonoff_str, "rwl off"))
/** Modification 21 August by R. Okuno, J. Bunn, D. Garcia: rwa_onoff [ 01 = C;
Added filter to limit tach count *o max that can be expected (100 per RTI} if ( tstromp (onoff_str, "rw2 on"))
Added filter to 1 torgue command to max (0.1755) rwa_onoff!l 11 = 1;
Added filter to limit maximum drag torque if ( 'stremplonoff str, "rw2 off'))
L rwa_onoff [ 1! . 0O;
ift'gtremplon of £ s *%r, “rwl on™))
/** Modi fication 23 August by J. Bunn, ?.. Okuno : rwa_onof £1 27 = 1;
Added filter to limit tim etag to between 1 and .15 seconds 1£ ( strcmp(onoff _str, "rw3 off"))
o rwa_on off 21 = 0O;
1f ( 'stremplonoff_str, “"rwéd on"))
| ** Recent Enhancenents rwa_onof £13 1 = 1,
1. Converted scale factor o variable calculated in rw-init (8 /27/96 J. Bunn) if i tstremplonoff_s tr, “"rwd offv))
2. Updated rw_visc_amp to match CAB (9/27/96 J. =Bunn) rwa_onof f ©3 = 0;

3. Added code to set rate estimate Lo rate sample if wheels are just being turned on ( P

[/ 27/ 96 C. Bunn)
LN

I 11/ 22/ 95— Updated *o have latest max motor torgue
voi d
rw_init()

voi d

rw_model ( temp_trg com, trg app new_tach_out, *tach_%t_tag, rates,

d_real temp_trg coml], trg appl!, tach *t_tag'’!,
int pwr_st ! 1
int rew_tach_out [ ]

pwr_st)
rates'!;
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rw_model.c

rate_est %5.6f drag_tw %2.6f old_tach %5d old_torg %2.6I\n 1, r
w_rate_est i), rw_drag_tq_est'il, old_tach_out'il, old_trg com!
print (" “_pwr 2@ onoff g
new_trag %3.56% *+ach_out %5¢ ‘trg_com %3.6f\n\n", 1 , i, mew_trg com’
i', *ach_ouc'il, trg com'ily;
Y else !

Tnternals: %_tag_save %1

2.6% rate_est %5.6f drac_tw

_save'i
, rw_rate_es=(i!, rw_drag_%tg est|

R
2d new_%trg %3.6f <+tach_out %52 T rwa_onoffri’, new_
g com(il!, *tach_oux’i? Y

, Ltrg_com




